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Introduction

Threads and the concurrency utilities are not sexy subjects, but they are an important
part of non-trivial applications. This book introduces you to most of Java’s thread features
and concurrency utilities as of Java 8 update 60.

Chapter 1 introduces you to the Thread class and the Runnable interface. You learn
how to create Thread and Runnable objects, get and set thread state, start a thread,
interrupt a thread, join a thread to another thread, and cause a thread to sleep.

Chapter 2 focuses on synchronization. You learn about problems such as race
conditions that cannot be solved without synchronization. You also learn how to create
synchronized methods and blocks, and how to use a light version of synchronization that
ignores mutual exclusion.

Chapter 3 explores the important topics of waiting and notification. I first review a
small APIin the Object class that supports these concepts, and then demonstrate this
APl via a producer/consumer application where one thread produces items that another
thread consumes.

Chapter 4 presents three concepts that were not covered in the previous chapters.
First, you learn about thread groups, which are not as useful as you might think. Then,
you explore thread-local variables. Finally, you learn about the Timer Framework, which
simplifies threading for timer tasks.

The previous four chapters covered low-level threading. Chapter 5 switches to a
higher level by introducing the concurrency utilities, which can simplify the development
of multithreaded applications and improve performance. This chapter then explores
executors along with callables and futures.

Chapter 6 focuses on synchronizers (high-level synchronization constructs). You
learn about countdown latches (one or more threads wait at a “gate” until another
thread opens this gate, at which point these other threads can continue), cyclic barriers,
exchangers, semaphores, and phasers.

Chapter 7 explores the Locking Framework, which provides interfaces and classes
for locking and waiting for conditions in a manner that’s distinct from an object’s
intrinsic lock-based synchronization and Object’s wait/notification mechanism. It offers
improvements such as lock polling.

Finally, Chapter 8 presents additional concurrency utilities that were not covered
in Chapters 5 through 7. Specifically, it introduces you to concurrent collections, atomic
variables, the Fork/Join Framework, and completion services.

Each chapter ends with assorted exercises that are designed to help you master the
content. Along with long answers and true/false questions, you are often confronted with
programming exercises. Appendix A provides the answers and solutions.
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INTRODUCTION

Appendix B provides a tutorial on threading in Swing. You learn about Swing’s
single-threaded programming model and various APIs for avoiding problems when
additional threads are used in graphical contexts. You also explore a slide show Swing
application as a fun way to end this book.

Note | briefly use Java 8’s lambda expression feature in some examples, but don’t
provide a tutorial on it. You'll need to look elsewhere for that knowledge.

Thanks for purchasing this book. I hope you find it helpful in understanding threads
and the concurrency utilities.
— Jeff Friesen (October 2015)

Note You can download this book’s source code by pointing your web browser to
www.apress.com/9781484216996 and clicking the Source Code tab followed by the
Download Now link.
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CHAPTER 1

Threads and Runnables /

Java applications execute via threads, which are independent paths of execution through

an application’s code. When multiple threads are executing, each thread’s path can differ
from other thread paths. For example, a thread might execute one of a switch statement’s
cases, and another thread might execute another of this statement’s cases.

Each Java application has a default main thread that executes the main() method. The
application can also create threads to perform time-intensive tasks in the background so
that it remains responsive to its users. These threads execute code sequences encapsulated
in objects that are known as runnables.

The Java virtual machine (JVM) gives each thread its own JVM stack to prevent
threads from interfering with each other. Separate stacks let threads keep track of their next
instructions to execute, which can differ from thread to thread. The stack also provides a
thread with its own copy of method parameters, local variables, and return value.

Java supports threads primarily through its java.lang.Thread class and
java.lang.Runnable interface. This chapter introduces you to these types.

Introducing Thread and Runnable

The Thread class provides a consistent interface to the underlying operating system'’s
threading architecture. (The operating system is typically responsible for creating and
managing threads.) A single operating system thread is associated with a Thread object.

The Runnable interface supplies the code to be executed by the thread that’s
associated with a Thread object. This code is located in Runnable’s void run()
method—a thread receives no arguments and returns no value, although it might throw
an exception, which I discuss in Chapter 4.

Creating Thread and Runnable Objects

Except for the default main thread, threads are introduced to applications by creating
the appropriate Thread and Runnable objects. Thread declares several constructors for
initializing Thread objects. Several of these constructors require a Runnable object as an
argument.


http://dx.doi.org/10.1007/978-1-4842-1700-9_4
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There are two ways to create a Runnable object. The first way is to create an
anonymous class that implements Runnable, as follows:

Runnable r = new Runnable()

{
@0verride
public void run()
{
// perform some work
System.out.println("Hello from thread");
}
b

Before Java 8, this was the only way to create a runnable. Java 8 introduced the
lambda expression to more conveniently create a runnable:

Runnable r = () -> System.out.println("Hello from thread");

The lambda is definitely less verbose than the anonymous class. I'll use both
language features throughout this and subsequent chapters.

Note A /ambda expression (lambda) is an anonymous function that’s passed to a
constructor or method for subsequent execution. Lambdas work with functional interfaces
(interfaces that declare single abstract methods), such as Runnable.

After creating the Runnable object, you can pass it to a Thread constructor that receives
aRunnable argument. For example, Thread(Runnable runnable) initializes a new Thread
object to the specified runnable. The following code fragment demonstrates this task:

Thread t = new Thread(x);

A few constructors don’t take Runnable arguments. For example, Thread() doesn’t
initialize Thread to a Runnable argument. You must extend Thread and override its run()
method (Thread implements Runnable) to supply the code to run, which the following
code fragment accomplishes:

class MyThread extends Thread

{
@0verride
public void run()
{
// perform some work
System.out.println("Hello from thread");
}
}
/...

MyThread mt = new MyThread();
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Getting and Setting Thread State

A Thread object associates state with a thread. This state consists of a name, an indication
of whether the thread is alive or dead, the execution state of the thread (is it runnable?),
the thread’s priority, and an indication of whether the thread is daemon or nondaemon.

Getting and Setting a Thread’s Name

A Thread object is assigned a name, which is useful for debugging. Unless a name is
explicitly specified, a default name that starts with the Thread- prefix is chosen. You can
get this name by calling Thread’s String getName() method. To set the name, pass it to
a suitable constructor, such as Thread(Runnable r, String name), or call Thread’s void
setName(String name) method. Consider the following code fragment:

Thread t1 = new Thread(r, "thread ti");
System.out.println(ti.getName()); // Output: thread t1
Thread t2 = new Thread(r);

t2.setName("thread t2");
System.out.println(t2.getName()); // Output: thread t2

Note Thread’s long getId() method returns a unique long integer-based name for a
thread. This number remains unchanged during the thread’s lifetime.

Getting a Thread'’s Alive Status

You can determine if a thread is alive or dead by calling Thread’s boolean isAlive()
method. This method returns true when the thread is alive; otherwise, it returns false.
A thread’s lifespan ranges from just before it is actually started from within the start()
method (discussed later) to just after it leaves the run() method, at which point it dies.
The following code fragment outputs the alive/dead status of a newly-created thread:

Thread t = new Thread(x);
System.out.println(t.isAlive()); // Output: false

Getting a Thread’s Execution State

A thread has an execution state that is identified by one of the Thread. State enum’s
constants:

e NEW: A thread that has not yet started is in this state.
e  RUNNABLE: A thread executing in the JVM is in this state.

e  BLOCKED: A thread that is blocked waiting for a monitor lock is in
this state. (I'll discuss monitor locks in Chapter 2.)


https://docs.oracle.com/javase/8/docs/api/java/lang/Thread.html#Thread-java.lang.Runnable-java.lang.String-
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http://dx.doi.org/10.1007/978-1-4842-1700-9_2
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e  WAITING: A thread that is waiting indefinitely for another thread to
perform a particular action is in this state.

e  TIMED_WAITING: A thread that is waiting for another thread to
perform an action for up to a specified waiting time is in this state.

e  TERMINATED: A thread that has exited is in this state.
Thread lets an application determine a thread’s current state by providing the

Thread.State getState() method, which is demonstrated here:

Thread t = new Thread(x);
System.out.println(t.getState()); // Output: NEW

Getting and Setting a Thread’s Priority

When a computer has enough processors and/or processor cores, the computer’s
operating system assigns a separate thread to each processor or core so the threads
execute simultaneously. When a computer doesn’t have enough processors and/or cores,
various threads must wait their turns to use the shared processors/cores.

Note You can identify the number of processors and/or processor cores that are available
to the JVM by calling the java.lang.Runtime class’s int availableProcessors() method.
The return value could change during JVM execution and is never smaller than 1.

The operating system uses a scheduler (http://en.wikipedia.org/wiki/
Scheduling_(computing)) to determine when a waiting thread executes. The following
list identifies three different schedulers:

e  Linux 2.6 through 2.6.23 uses the O(1) Scheduler
(http://en.wikipedia.org/wiki/0(1)_ scheduler).

e Linux2.6.23 also uses the Completely Fair Scheduler
(http://en.wikipedia.org/wiki/Completely Fair Scheduler),
which is the default scheduler.

e  Windows NT-based operating systems (such as NT, XP,
Vista, and 7) use a multilevel feedback queue scheduler
(http://en.wikipedia.org/wiki/Multilevel feedback queue).
This scheduler has been adjusted in Windows Vista and Windows 7
to optimize performance.

A multilevel feedback queue and many other thread schedulers take priority
(thread relative importance) into account. They often combine preemptive scheduling
(higher priority threads preempt—interrupt and run instead of—lower priority threads)
with round robin scheduling (equal priority threads are given equal slices of time, which
are known as time slices, and take turns executing).


http://en.wikipedia.org/wiki/Scheduling_(computing)
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Note Two terms that are commonly encountered when exploring threads are
parallelism and concurrency. According to Oracle’s “Multithreading Guide”
(http://docs.oracle.com/cd/E19455-01/806-5257/6je9h032b/index. html), parallelism
is “a condition that arises when at least two threads are executing simultaneously.” In
contrast, concurrency is “a condition that exists when at least two threads are making
progress. [It is a] more generalized form of parallelism that can include time-slicing as a
form of virtual parallelism.”

Thread supports priority via its int getPriority() method, which returns the
current priority, and its void setPriority(int priority) method, which sets the
priority to priority. The value passed to priority ranges from Thread.MIN_PRIORITY
to Thread .MAX_PRIORITY—Thread.NORMAL_PRIORITY identifies the default priority.
Consider the following code fragment:

Thread t = new Thread(r);
System.out.println(t.getPriority());
t.setPriority(Thread.MIN PRIORITY);

Caution Using setPriority() canimpact an application’s portability across
operating systems because different schedulers can handle a priority change in different
ways. For example, one operating system’s scheduler might delay lower priority threads
from executing until higher priority threads finish. This delaying can lead to indefinite
postponement or starvation because lower priority threads “starve” while waiting indefinitely
for their turn to execute, and this can seriously hurt the application’s performance. Another
operating system’s scheduler might not indefinitely delay lower priority threads, improving
application performance.

Getting and Setting a Thread’s Daemon Status

Java lets you classify threads as daemon threads or nondaemon threads. A daemon thread
is a thread that acts as a helper to a nondaemon thread and dies automatically when the
application’s last nondaemon thread dies so that the application can terminate.

You can determine if a thread is daemon or nondaemon by calling Thread’s boolean
isDaemon() method, which returns true for a daemon thread:

Thread t = new Thread(r);
System.out.println(t.isDaemon()); // Output: false


http://docs.oracle.com/cd/E19455-01/806-5257/6je9h032b/index.html
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By default, the threads associated with Thread objects are nondaemon threads. To
create a daemon thread, you must call Thread’s void setDaemon(boolean isDaemon)
method, passing true to isDaemon. This task is demonstrated here:

Thread t = new Thread(r);
t.setDaemon(true);

Note An application will not terminate when the nondaemon default main thread
terminates until all background nondaemon threads terminate. If the background threads
are daemon threads, the application will terminate as soon as the default main thread
terminates.

Starting a Thread

After creating a Thread or Thread subclass object, you start the thread associated with
this object by calling Thread’s void start() method. This method throws
java.lang.IllegalThreadStateException when the thread was previously started and is
running or when the thread has died:

Thread t = new Thread(r);
t.start();

Calling start() results in the runtime creating the underlying thread and scheduling
it for subsequent execution in which the runnable’s run() method is invoked. (start()
doesn’t wait for these tasks to be completed before it returns.) When execution leaves
run(), the thread is destroyed and the Thread object on which start() was called is no
longer viable, which is why calling start () results in I11egalThreadStateException.

I've created an application that demonstrates various fundamentals from thread and
runnable creation to thread starting. Check out Listing 1-1.

Listing 1-1. Demonstrating Thread Fundamentals

public class ThreadDemo
{
public static void main(String[] args)
{
boolean isDaemon = args.length != 0;
Runnable r = new Runnable()
{
@0verride
public void run()

Thread thd = Thread.currentThread();
while (true)



