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PART 1

Using RubyGems

This section of the book introduces RubyGems and explains how you can start using them
in your code.



CHAPTER 1

What Is RubyGems?

In short, RubyGems lets you distribute and install Ruby code wherever you can install Ruby.

Specifically, RubyGems is a package-management system for Ruby applications and
libraries. It lets you install Ruby code—called gems—to any computer running Ruby. It can
resolve dependences for you, so if you want to install a given piece of software, RubyGems can
handle that for you. It can even resolve version dependencies—so that if a certain gem or your
code requires a certain version of another gem, it can take care of that. It also wraps all of this
functionality in a very easy-to-use package.

The gems come in a variety of types. For example, if you had a Web application to which
your users uploaded pictures from a digital camera, you'd likely need to resize the pictures,
which come in a variety of sizes. You could write the resizing code by hand, but it'd be consid-
erably faster to use the rmagick gem to resize the pictures—and you could add additional
features like cropping, rotation, sharpening, and so on with just a few extra lines of code, since
rmagick includes all of those features. (See Chapter 25 for more details.)

Alternatively, if you want to develop a Web application using Ruby on Rails—which is a full-
featured, very powerful Model View Controller (MVC) Web framework—you could install that
using RubyGems as well. Rails consists of a number of libraries and utilities—all of which can
be installed by RubyGems with just one command. (See Chapter 23 for more information.)

This chapter covers the features of RubyGems and how it differs from other package-
management systems.

Why Use RubyGems?

First of all, RubyGems makes it easy use to install Ruby software. For example, Instiki
(http://instiki.org/) is a wiki—a kind of content-management system—and if we wanted
to install the instiki gem, we could do so with the following command in the Linux/Mac
OS X shell or the Windows command prompt:

gem install instiki

Of course, to do that you'd need RubyGems installed, and we’ll cover that in the next two
chapters. For now, though, you can see how easy it is to install gems—just one command and
RubyGems takes care of the rest.

This can be extremely important; for example, if you had a Web application written in
Ruby and your server failed, you'd need to be able to quickly and easily install all of the soft-
ware that your application needs on a new server.
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It Provides a Standard Way to Describe Ruby Software
and Requirements.

RubyGems lets you define gemspecs. A gemspec describes software—it includes the name,
version, description, and so forth. This gemspec can be built into a . genm file, which is a com-
pressed archive containing the gemspec and all of the files that the software requires.

This .gem file can be uploaded to RubyForge, which lets you install it from any Internet-
connected RubyGems installation, or it can be distributed via traditional means, like HTTP
or FTP. Because the . gem file contains a description of the program, you can also use the gem
list command to see the details of the gem or to search for similar gems. (You can find more
details on the gem 1ist command in Chapter 3 and you can find out more about building
gems in Chapters 34 and 35.)

For example, if you upgrade a version of a gem and the new version has additional
requirements, you won't need to scour the documentation for the changes—RubyGems will
automatically read the requirements from the gemspec since the format of the gemspecs is
standard.

It Provides a Central Repository of Software.

One of the aspects of RubyGems that makes it so appealing is it gives you access to RubyForge
—a central repository of Ruby software. You can find out more about RubyForge at, http://
rubyforge.org.Without RubyForge, you'd have to locate, download, and then install a gem and
its dependencies. With RubyForge, though, RubyGems can automatically locate the software
and its dependencies for you.

Although most Rubyists (Ruby programmers and enthusiasts) install gems only from the
central repository, you aren’t required you to use it—you can install gems from any location
you choose. (You can also set up your own gem server, which you’ll learn about next.) For
example, if you had to move your software from one operating system to another, your operat-
ing system’s packaging system and repository would be different, but RubyGems would stay
the same—you can use RubyForge wherever RubyGems is installed.

It Lets You Redistribute Gems Using a Gem Server.

The technology used to serve gems comes with RubyGems. You can set up your own RubyGems
server on a local network or on the Internet without much trouble; if, for example, you'd like to
cache all of the gems your development team uses on a local server to speed up downloads, you
can do that.

If you'd prefer not to use RubyForge and rather distribute gems via your own website or
gem server, you can do that too. You can find more details in Chapter 35.
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It Handles Software Dependencies for You.

RubyGems can take care of dependencies automatically. That means that when you install a
gem, it can automatically determine what other gems are required and ask you if you'd like to
install them.

This can make your life much easier, since a significant amount of Ruby software is built
using other Ruby software—and that other Ruby software might require still more software.
Without RubyGems, you might have to spend hours installing and researching dozens of
packages to get complex software working. With RubyGems, you can just install the gem and
let it resolve dependencies for you.

It Handles Multiple Software Versions Intelligently.

RubyGems can store multiple gem versions, and software that uses RubyGems can

request particular gem software versions—so, for example, an application that requests

the ActiveRecord gem (http://rubyforge.org/projects/activerecord/) could request a gem
that’s newer or older than a given version. This is very helpful if, for example, a later version of
a gem breaks your program, or if your program requires a feature from the latest version of a
gem. (You can find more details on how to do this in Chapter 4.)

It Can Be Used Transparently in Place of Regular Ruby Libraries.

RubyGems has a facility that makes it transparent to use gem software. For example, suppose
you wanted to use the Camping (http://rubyforge.org/projects/camping/) Web microframe-
work. If you installed Camping the traditional way, you would use the Camping library in your
code like this:

require 'camping'

If you installed it via RubyGems, you use the exact same code. As you can see, using code
via RubyGems is transparent, so you can switch back and forth easily; if you distribute your
software, the user does not need to have RubyGems installed—only the required library.

Note, however, that if you want to require that a certain version of the software is installed,
you'll need to use a special RubyGems statement in your code. (See Chapter 4 for further details.)

It Lets You Use the Same Technology on Any Operating System.

RubyGems targets all platforms that run Ruby. If it runs Ruby, it runs RubyGems. A number

of other systems exist to make software installation easier; there’s everything from those that
simply install software—like Window’s MSI installation system—to full package-management
systems, like Debian Linux’s apt (Advanced Package Tool), Red Hat’s yum, or OS X’s DarwinPorts.
Such systems are generally operating system—dependent, though, as we’ll discuss next.

5
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How Does RubyGems Compare to Other
Packaging Systems?

Operating system-specific packaging systems, such as apt or yum, can carry Ruby software as
well. Since Ruby software can be used by non-Rubyists, this is important. It’s also convenient if
you need just a few pieces of software. For Rubyists, though, it’s usually better to install gems
using RubyGems, since RubyGems has the best selection of Ruby software and the latest ver-
sions. Additionally, unlike RubyGems, OS-native packagers don’'t handle multiple gem
versions installed simultaneously.

However, it is possible to install a limited selection of Ruby software using other packag-
ing systems. For example, you could install the MySQL Ruby bindings via gem like this:

gem install mysql

Alternatively, you could install the same library via apt-get under Ubuntu Linux like this:
apt-get install libmysql-ruby1.8

Finally, you could install it via DarwinPorts under OS X like this:
port install rb-mysql

Note that those three commands require you to be logged in as root—if you prefer, you
can prefix each command with sudo, which will execute that single command with the root-
user privileges.

In some cases you can install software via apt or another packaging system. Such systems
usually have a very limited selection of Ruby packages, but if they happen to include all of the
software you need, you may be able to use them. Consult the documentation that comes with
your Linux distribution or other packaging system.

Note, though, that installing gems from your OS distribution is not recommended. It
means you have to use the version of the software in your OS’s repository, and often this lags
significantly behind the RubyGems versions. Using the gem installer, as we do throughout this
book, will automatically give you access to the most recent gem versions.

Of course, you can always skip package-management systems entirely—you can install
Ruby software by running an install script manually or by copying files into the 1ib directory
of your Ruby installation. If you want to do so, download the software you want from its
homepage and consult the included README or INSTALL file.



CHAPTER 2

Installing RubyGems

Y)u'll need the RubyGems system to follow the examples from this book. The RubyGems
system lets you use a vast array of Ruby software packages—including all of the gems we cover
in this book. In general, it’s fairly easy to install RubyGems. Of course, before you can install
RubyGems, you need to install Ruby—we’ll cover both in this chapter. Finally, we'll explain
how you can update a RubyGems system you've already installed.

Note If you already have RubyGems installed, you can skip this chapter.

Installing Ruby

To follow the examples in this book, and before you install RubyGems, you must have the
Ruby programming language interpreter and libraries installed on your machine.

Mac OS X comes with Ruby preinstalled; if you have Mac OS X installed, you can skip
straight to the section, “Installing RubyGems under Linux and Mac OS X.” Many Linux distri-
butions include Ruby, so we'll cover how you can check if your computer has Ruby installed.
Windows does not install Ruby by default, so if you are running Windows, skip straight to
“Installing Ruby on Windows Using the One-Click Installer.” (If you're using Windows, the
One-Click Installer will install both Ruby and RubyGems at once.)

Is Ruby Already Installed on Your Computer?

If you're not sure if you need to install Ruby, run the following command at the OS X/Linux
shell or the Windows command prompt:

ruby -v

If you receive a “command not found” error, you don’'t have Ruby installed. You should get
a message like the following:

ruby 1.8.4 (2006-04-14) [1386-mswin32]
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The version number is the number immediately after the “ruby”—in this case, 1.8.4. Note
that to use the RubyGems system (as well as to use a lot of other software that uses Ruby),
you'll need version 1.8.4 or later. If you have a lower version, you should upgrade—look for
appropriate instructions for your operating system to upgrade your installation.

Installing Ruby on a Linux System

We'll briefly cover three methods of installing Ruby on Linux. The first, apt, is a package man-
ager for Debian-based distributions, such as Ubuntu. The second, yum, is a package manager
for Red Hat-based distributions. These both offer an easy way to install Ruby. If your system
does not support either apt or yum, you can install Ruby by compiling the source code your-
self, which is slightly more complicated. We'll cover that method last.

Installing Ruby on Debian Linux Distributions with apt

apt is a popular package-management system for Debian Linux and Debian-based distribu-
tions, such as Ubuntu Linux, Lindows, Xandros, and others. It bears some similarities to
RubyGems; for instance, it can download, install, and remove software from the command
line. (apt can also be used on non-Debian distributions, but it does not come installed by
default.)

If you'd like to use apt to install Ruby, you can do so as follows:

sudo apt-get install ruby*

This will automatically download and install Ruby, and you can proceed to the “Testing
Your Ruby Installation” section of this chapter.

Note The last two apt-get commands install required libraries for installing RubyGems; if you don’t plan
on installing RubyGems, those aren’t absolutely necessary to run Ruby.

Installing Ruby on Red Hat Linux Distributions with yum

yum is another package-management system—it’s very similar to apt. It’s available on all
versions of Fedora Core. If you'd like to use yum to install Ruby, you can do so as follows:

yum install ruby

This will download and install Ruby and the required libraries for you, and you can pro-
ceed to the “Testing Your Ruby Installation” section of this chapter.
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Installing Ruby on Linux from the Ruby Source

You'll need to have gcc and make installed to compile Ruby; if you don’t have them installed,
consult your distribution’s documentation for the installation instructions. First download
and uncompress the latest Ruby source tarball from ftp://ftp.ruby-lang.org/pub/ruby/,
then compile and install Ruby with the following shell commands:

./configure
make

make test
make install

Once you've done so, your Ruby installation should be ready and you can proceed to the
“Testing Your Ruby Installation” section of this chapter.

Installing Ruby on Windows Using the One-Click Installer

The Ruby One-Click installer is very easy to use. It is a precompiled, self-contained Windows
installer. It'’s developed by Ruby Central (http://rubycentral.org/), and provides Ruby in the
only real way to distribute software for Windows, which is as a binary—after all, Windows does
not have any method to compile software by default. (This is true under some Linux distribu-
tions as well.)

The installer is very simple, as you can imagine from the name—you won't have to launch
multiple programs or type commands into the Windows prompt, so it fits in well with the
Windows way of doing things.

You can download the One-Click Installer from http://rubyinstaller.rubyforge.org/.
Once you've done so, run the program by double-clicking on the icon. You'll be asked a few
questions, but if you select the default options you should be all set. Proceed to the “Testing
Your Ruby Installation” section of this chapter.

DOWNLOADING FILES WITH WGET

While the most familiar way to download files under Windows is to use a Web browser, there are other
options. A popular Linux utility, wget, comes in Win32 form—you can get it at http://users.ugent.be/
~bpuype/wget/.
waget lets you download files from the command line in just one command. Not all Windows users are
comfortable using the command prompt, but once you become comfortable, many people find it easier to use.
Once you’ve downloaded and installed wget, you can use it to download Ruby from the command
prompt like this:

wget http://rubyforge.org/frs/download.php/11926/ruby184-20.exe

This would save you a number of clicks and the hassle of launching a Web browser.
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Testing Your Ruby Installation

How can you be sure that Ruby works? Let’s try a very simple test. You can rerun the version
command discussed earlier by typing the following command in the Windows command
prompt or the Linux/OS X shell:

Tuby -v

You should get a display similar to the following:

ruby 1.8.4 (2006-04-14) [1386-mswin32]

If you'd like to test an actual line of code, you can do so as follows:
ruby -e "puts 'hello world!""

You should get the following output:

hello world!

Once you've verified that you have Ruby installed, you can install RubyGems; we’ll cover
that next. If you used the Windows One-Click Installer, it already installed RubyGems for you,
so you can skip straight to “Testing Your RubyGems Installation.”

Installing RubyGems Under Linux and Mac 0S X

It’s fairly easy to install RubyGems on Linux, and you can use the same procedure to install
RubyGems on Mac OS X. On those systems, use the following shell commands to download
and install RubyGems:

curl -0 http://rubyforge.org/frs/download.php/11289/rubygems-0.9.0.tgz
tar -xvzf rubygems-0.9.0.tgz

cd rubygems-0.9.0.tgz

ruby setup.rb

Once you've done so, set an environment variable, RUBYOPT, using a line in your .profile:
export RUBYOPT=rubygems

This environment variable causes RubyGems to be run whenever Ruby is run. You can get
an similar effect by including the line require "rubygems" in all of your Ruby scripts, but since
most Ruby scripts using RubyGems are written assuming that you have RUBYOPT set, that’ll
require you to modify all of the programs you download—no small task. You can also run your
Ruby script with the -rubygems option, but that’s a lot of extra typing.
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Note You shouldn’t have any negative effects from setting the RUBYOPT variable—even if some of your
scripts don’t use RubyGems. (Keep in mind that the Windows installer sets the RUBYOPT variable for you
unless you explicitly tell it not to.)

At this point, you should have a working RubyGems system, so you can install and use
gems. You can now check your installation by following the directions in the next section of
this chapter.

Testing Your RubyGems Installation

First let’s pull up a list of installed gems. You can use the following command at the Linux/OS X
shell or the Windows command prompt:

gem --version

You should get the following response:

X.y.z

Note that x.y.z will be replaced by the appropriate directions for your operating system.
If you get a “command not found” error, you've done something wrong and you’ll want to fol-
low the appropriate instructions again for your operating system; you'll also want to make
sure you installed Ruby before you installed RubyGems. Also check that if you already had
Ruby installed, it’s a version later than 1.8.4. If not, you'll want to install a more recent version.

At this point, you have a working RubyGems install—you can now try all of the examples
in this book.

Updating Your RubyGems System After You’ve
Installed It

Once you've installed RubyGems, you can update it easily. You can use the same command on
any operating system. Typing the following command at the Linux/OS X shell or the Windows
command prompt will update RubyGems:

gem update --system

This will automatically download and install the latest update of the RubyGems system;
you can then use whatever updates have been made available. To check for RubyGems
updates, visit http://rubygems.org/.
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Using RubyGems in Your Code

In this chapter you'll learn how you can use RubyGems in your code. You'll learn about
installing individual gems; see a practical example of using them; get debugging tips; and
consider a few miscellaneous issues, like unpacking gems so they can be edited, freezing
gems so they don’t change, and using plugins and engines under Rails.

Getting Started with a Ruby Gem

Before we use a gem, we must install it. The instructions in this chapter assume you have the
RubyGems system already installed; if you don't, refer to the previous chapter.

Gems are usually downloaded automatically, since the gem program can fetch gems from
the Internet. In fact, you can install most gems with a single command:

gem install gemname

Replace gemname with the name of the gem you want to install. Of course, to do that, you
need to know what the gem is called. To demonstrate this and other aspects of gem use, we're
going to follow a small demo project.

Suppose you are developing an ecommerce application, and you want a quick way to find
out if a credit card number is valid without actually charging the card; that way, you can have
immediate feedback in your user interface if a customer mistypes the number.

To find a gem that fits our criteria, we could do aWeb search to determine if there are any
gems with the functionality we need. However, we can first search the gem repository directly
using the gem 1ist command. We can guess that a gem dealing with credit will start with the
word credit; let’s search the repository and see what we get. We can do that with the following
shell or Windows Prompt command:

gem list -r credit
**k REMOTE GEMS ***

creditcard (1.0)
These functions tell you whether a credit card number is
self-consistent using known algorithms for credit card numbers.

A few things to note: the -1 switch tells the gem command not to search the local reposito-
ries, since we'd probably know if we installed a gem that fits our needs. If you omit the -r
switch, it'll search both local and remote gems. If you replace -r with the -1 switch, you'll

search local gems only. 13
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The credit part of that command tells the gem command to search for gems whose
name starts with credit. Note that this is part of a regular expression, so if you say gem 1ist
-r .*credit, you'll search for any gem whose name contains credit anywhere in the string.

Also note that you do not need to specify a search criteria; gem list -1 will give you a
complete list of remote gems, and gem list -1 will tell you all of the gems you've installed
locally. (You can save a copy of the remote gem list using your operating system’s redirection
support: gem 1list -r > remote gem list.txt will save alist of all remote gems available into
remote gem list.txt.)

Now that we know the name of the gem, we can install it. Here’s the command that will
install the creditcard gem:

>gem install creditcard
Successfully installed creditcard-1.0.0

You'll likely need to run this command as root under Linux/OS X. Once you've installed
the gem, you can create an application to use it.

Using the creditcard Gem

The creditcard gem verifies that credit card numbers are valid. At first glance, it might seem
like the gem actually runs cards through a credit card processor; it doesn't. It also does not
verify that the account exists, that the expiration date is correct, or that there is sufficient
available balance in the account to make a charge; all of those require actually charging the
card via a payment gateway or merchant account, which takes time and isn’t done until an
order is complete.

Note Keep in mind that any given gem won’t always solve your problem—you might need to look around
a bit to find one that fits, and even when you find it you'll likely need to do some work to get it to solve your
particular problem. At times, it may be more work fitting the gem into place than it would be to solve the
problem from scratch, particularly if the gem were badly designed—in that case, you’d be better off using
custom code.

However, it does verify that a number isn’t invalid; it checks the internal checksum of the
card number, and that can be done immediately as a user is entering card information. As a
result, the creditcard gem can help ensure that users entered cards correctly and do not make
any typos. Let’s write a simple app to use the creditcard gem to test credit card numbers.

require 'creditcard’

if ARGV[0]
credit _card number=ARGV[0]
if credit card number.creditcard?
puts "Credit card number is valid " <«
"with type #{credit card number.creditcard type}."
else



CHAPTER 3 © USING RUBYGEMS IN YOUR CODE

puts "Credit card number is not valid."
end
else
puts "Please enter a valid credit card number."
end

That'’s pretty simple code for some fairly complex functionality; the statement “require
creditcard” gives us the ability to use the full functionality of that gem quite easily on any
string.

Note You can download all of the code from this book from the Source Code/Download section of
http://www.apress.com/ instead of typing it in.

The ARGV array is a Ruby global variable that contains the command-line arguments to the
program. Our program expects you to pass a credit card on the command line, so if there
aren’t any, the program will print “Please enter a valid credit card number.” It'll then call the
creditcard? method. This returns true if the string is a valid credit card, and false otherwise.
This method takes an optional parameter—if we called it credit_card_number.creditcard?
visa, it would return true only if the number were a valid Visa credit card number, and false if
it were an invalid credit card number or a non-Visa credit card number. The other method we
use is the creditcard_type method; it’s also an extension to the String class. That method
returns the credit card type, and the preceding listing uses it to print out the credit card type.

Note that no special creditcard objects are created; the creditcard gem extends the
String class directly. This is not possible in most languages; however, in Ruby this is called
monkeypatching, and is common. Also note that both methods end in a question mark. This is
a Ruby convention indicating that the method returns a true or false value. The question mark
has no special syntactic value—it’s just an indication to the programmer. (The other symbol
commonly used at the end of method names is the exclamation mark, which means that a
method modifies the receiver in place.)

Let’s test the program. We'll start by checking that a completely bogus input doesn’'t work:

ruby creditcard_check.rb not-a-number

Credit card number is not valid.

It’s good so far. Now let’s try with a correctly formatted number that isn’t a valid card:

ruby creditcard_check.rb 0000-0000-0000-0000

Credit card number is valid with type unknown.
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The numbers in Table 3-1 are test card numbers used to debug payment gateways, termi-
nals, and merchant accounts. They are numerically correct, but aren’t attached to any charge
account. We can use them to test our script.

Table 3-1. Test Credit Card Numbers

Card Type Test Number

Visa 4111-1111-1111-1111
MasterCard 5431-1111-1111-1111
American Express 341-1111-1111-1111
Discover 6011-6011-6011-6611
Diners Club 3530-1113-3330-0000

Let’s grab the test numbers from the table and see how well they work:

ruby creditcard check.rb 4111-1111-1111-1111

Credit card number is valid with type visa.

Tuby creditcard check.rb 5431-1111-1111-1111

Credit card number is valid with type mastercard.

Tuby creditcard check.rb 341-1111-1111-1111

Credit card number is valid with type american_express.

ruby creditcard check.rb 6011-6011-6011-6611

Credit card number is valid with type discover.

>ruby creditcard check.rb 35301113333300000

Credit card number is invalid.

You can see that the gem detects valid test cards without a problem. In a production envi-
ronment it may be wise to test with a few real cards as well. You can also see that it supports
both card numbers formatted with dashes and those without, and a fair number of card types.



