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Foreword

For many years and through my work as the Chairman and CEO of the International Institute 
for Software Testing (IIST), I have been trying to find ways to help test professionals gain the 
technical skills they need in order to test applications that use modern development technologies. 
I learned about Mary Sweeney’s ability to address this need through her first book Visual Basic 
for Testers (Apress, 2001) and, as a result, added her to our faculty. Mary has been a faculty 
member of IIST for the last two years, teaching testers topics in programming concepts and in 
testing database applications. Mary’s abilities to address technical subjects in software testing 
are unique and have been additionally proven through her writing of this book. Although I do 
not normally have the time to write forewords for books, I did not want to pass the opportunity 
to write the foreword for this book because the topic is an important one to today’s test 
professionals. In fact, this book is long overdue! 

I am especially excited about the new opportunities this book will bring to test professionals 
who really need to master the process of testing .NET applications. The fact is testing a .NET 
application today can be very difficult in that it can be extremely complex. This complexity 
makes it highly likely that, in many cases, developers will not have time to test everything in the 
application. So they will have to rely on professional testers to perform complete testing at all 
levels. Therefore, this book is a must read for every test professional working on a .NET project. 
Testing .NET applications represents a technical challenge for software developers and test 
professionals. The methods and techniques presented in this book will certainly help developers, as 
well as testers, improve the quality of their .NET applications. The hands-on nature of the book 
makes it easy for test professionals to follow. In my opinion, the authors have done a remark-
able job in bringing highly technical concepts to a level that can be easily understood by all test 
professionals. This did not come as a surprise to me based on what I know about Mary’s teaching 
style. I particularly like the exercises in each chapter. They provide a great learning adjunct to 
master this very technical subject. 

I strongly believe that this book fills a big gap in the knowledge body that test professionals 
and developers need to master in order to assure the delivery of high quality .NET applications.

Dr. Magdy Hanna, PhD
Chairman and CEO

International Institute for Software Testing
www.iist.org
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Introduction

Today’s software testing environment has changed. A common trend we are seeing these days is 
advertisements for software developers and testers that look virtually the same. Today, companies 
all seem to require software test professionals with in-depth knowledge of programming languages 
and with significant database skills. Testers are constantly striving to keep up with the knowledge 
required to be effective on the complex projects we encounter regularly. 

A test engineer is expected to know at least a little about practically everything—from operating 
systems to networks to databases—in order to find bugs and report them articulately. What we 
always say to new testers is that this is a great profession for those of us who love to learn 
continuously. It’s like you’ve never left college—you must study constantly. (Of course, that 
also makes it a great profession if you like to feel constantly inadequate! Because you can never 
know enough, can you?) So, this book is for that self-motivated test engineer who is intent on 
continually upgrading his or her knowledge and now wants to learn more about automated 
software testing using .NET. 

We have also targeted this book toward nonprogramming computer professionals, such as 
those of you in Networking and IT professions. You are technical, but want to know more about 
programming in .NET in order to enhance your skills. The additional information about testing 
will only help to guide you in ways to uncover and deal with problems in systems.

Finally, this book is also for you test leads and managers who want to know what .NET can 
do for your test project. A not-so-well-kept secret of automated software testing is that the major 
tools available commercially don’t do everything you need them to do, in spite of their adver-
tisements. It’s probably unrealistic to expect any tool to be able to fully support the automated 
testing required for so many diverse applications. This includes the additional new Team Test 
software added into Visual Studio’s Team Edition software (see Chapter 11). This revolutionary 
new software will be a fabulous resource for mid- to large-size companies, but it is still not 
going to eliminate the need for testers to become more technically adept.

This is not to say that writing your own tools is always the right answer. However, supple-
menting automated tools with some scripting done by testers fluent in a traditional language 
can help a company get more out of its automated testing projects. It is our hope, in these 
pages, to help you see how you can do just that.

About This Book
This book has a specific, three-fold goal; it will teach the software test engineer the following:

• How to begin to use .NET as a testing tool, including how to create simple testing utilities 
and the basic mechanics of writing code to test an application

• What to look for in a well-written .NET program

• To understand the software development process and appreciate the efforts of the software 
developer
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These chapters cover beginning to advanced topics in .NET, focusing on areas that can be 
used for software testing. 

What This Book Is Not
Since the focus of this book is software testing with .NET, we will not cover all the development 
features of the Visual Studio development environment. There are many good books for that 
already. 

This is not a software testing fundamentals book either. There are many good books available 
for that as well (see Appendix C). This book is intended to bridge the gap between those two 
types of books so that you can learn how to write code in .NET to support an automated test 
project. Even if you do not have a testing background, you should be able to read and under-
stand this book; however, some of the terms and references to testing concepts may be unclear. 
Appendix C should help you find the information you need.

Who This Book Is For
This book is for software test professionals (usually we just call ourselves testers) who want to 
increase their knowledge of testing in a .NET environment. It is designed to jump-start the 
tester into using .NET both for automated software testing and for software development of 
small programs. This book will not cover any software testing basics—the presumption is that 
all readers are familiar with fundamental testing concepts. Testing experience is helpful, but 
not required. So, IT and Networking professionals should be able to use the material to help 
them become more proficient at coding in .NET. Software test managers and leads should also 
be able to derive some information to help them understand how to interleave .NET into their 
testing projects. Although other technical professionals should be able to gain some good 
information, we want to emphasize that this book is primarily targeted toward the test engineer 
on the test bench striving valiantly to ensure software quality.

Where to Start
We have written this book to support a variety of backgrounds. We’d like to help guide you in 
where to start. 

First, everyone should read Appendix A, where you’ll find information on downloading the 
exercise files for this book and help with choosing editions and installation of required software—
including setting up your system to run web pages.

Then, if you have

• No programming experience: Start at Appendix B for an extensive programming primer, 
then move to Chapter 1 and proceed through all chapters progressively. Attempt each 
exercise to gain the most out of each chapter. 

• Programming experience, but no testing experience: Read Chapter 1 for the testing 
perspective and then see the Table of Contents section to determine where you should 
begin, depending on your area of interest. If your programming experience is in another 
language, you should at least skim the earlier chapters starting with Chapter 2. A quick 
review of the primer in Appendix B may be useful as well.
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• Programming experience and testing experience: You can skim earlier chapters as needed, 
but can probably jump directly into any chapter of interest to see what kinds of things 
you can do with .NET in a test project. Although the first few chapters are somewhat 
elementary, topics become increasingly challenging in later chapters.

A Note to Training Organizations and Teachers
A Tester’s Guide to .NET Programming is intended to help in classroom instruction on software 
testing as part of an overall software testing curriculum. This book can be used as the basis for 
an introductory- to intermediate-level course in automated software testing in either a corpo-
rate or an academic setting. A class based on this text, A Tester’s Guide to .NET Programming, is 
currently taught by both authors through Sammamish Software. For more information about 
using the book as the basis for a course, and additional materials for it, contact the authors at 
msweeney@sammmamishsoftware.com or rroot@rootsource4training.com.

The Practice Files: Answers to Exercises and Demo Code
Each chapter, beginning with Chapter 2, has exercises. Answers for these exercises, along with 
additional code demonstrating chapter topics, is available for download from the Source Code 
section of the Apress website at www.apress.com.

We will post additional topics of interest to testers learning and using .NET on the following 
website: www.sammamishsoftware.com. For comments, questions, or to report errata, contact the 
authors at msweeney@sammamishsoftware.com or rroot@rootsource4training.com.
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Automated Software Testing 
with .NET

Software testing is not a new field but it’s growing up in a rather fractured way. Around the 
country and around the world, you’ll find software testing employed in a variety of ways. There 
is now Agile and Extreme software testing, and various other buzzwords and methodologies to 
accompany the traditional Black Box testing that is still deeply entrenched in many companies. 
The emphasis we have had for years on expensive commercial tools to aid our testing efforts 
has lessened as the demand for their increased capability has become virtually impossible for 
tool vendors to keep up with. Now many test organizations have turned to producing their own 
software to help in testing, often using a burgeoning list of open source tools and software. 

In 2001, when Visual Basic for Testers (Mary Romero Sweeney, Apress, 2001) was 
published, many test professionals were finding they needed to complement their manual- 
and tool-automated testing efforts with their own software utilities. In the years since then, 
we’ve found that the ability to write code and produce tests and test utilities by writing our own 
software is even more necessary for the software test community. At every conference and 
training symposium there are courses and lectures teaching testers more technical topics, 
including programming, networking, and databases.

We still, and always will, need to get tested software out the door quickly, efficiently, and 
profitably. There are many trade-offs to automating your own software tests; however, if you 
do it thoughtfully, you can help a test project immensely. If you do it incorrectly, you can slow 
it down such that you’ll run out of budget and fail to accomplish your goals. In this book, we’ll 
explore the use of .NET application software for test projects and show in what ways this specific 
type of software can support your testing goals. 

You will find enough here to get you started on a successful test project using .NET. To 
begin, you will need some discussion of automated software testing in general. In this chapter, 
you will look at some of the important management issues involved when starting automated 
testing, such as guidelines for when and when not to automate testing, what kind of personnel 
requirements you will need to address, and how to build an automated testing team. You will 
also look at some ground rules for creating good testing software, and some of the advantages 
as well as limitations of using two .NET languages, Visual Basic (VB) .NET and C#, for your test 
projects and utilities.
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What a Tester Needs to Know About .NET Coding
Although .NET languages are powerful enough to accomplish some useful testing tasks, you 
must have knowledgeable testers and programmers to write the code. Unfortunately, there 
isn’t a lot of information out there yet to help test professionals adapt programming for testing 
purposes. Most of the resources are geared for software developers, not testers. 

Using .NET languages for testing requires a shift in perspective. A tester can come out of a 
standard Visual Basic course still wondering how it could ever be used on a test project. These 
courses and most books concentrate on the controls to use and the ways to create a great, user-
friendly application. A tester doesn’t care about that so much—what we want to know is how 
to quickly develop a utility or get to system information and other testing-related data using 
code. One of the differences between this book and others is that we won’t focus on learning a 
myriad of cool controls or how to develop a slick front end for an application. While these are 
great things to learn, there are plenty of other books out there that will teach you this. Instead, 
we will focus on the things a tester must know to use .NET languages as quickly as possible on 
a test project:

• How to access intrinsic .NET Framework library functions that return relevant informa-
tion about the platform, files, registry, operating system, and so on

• How to create a front end with basic controls to view test information and results as soon 
as possible

• How to access databases quickly and easily

• How to access the Windows Registry to return relevant application information

These topics are just the beginning, of course, but they represent some of the things the 
testers who have contributed time and code to this book have used to accomplish their testing 
tasks. We will cover all of these and more in the course of this text.

Why .NET Languages for Testing?
.NET languages are not testing tools; instead, they are programming languages used for soft-
ware development. Why use Visual Basic or C# for testing—why not use Perl, C, or C++? Scripting 
languages, as they are popularly called, such as Perl, Python, VBScript, Rexx, and many others, 
have a large following. Why not use those? Actually, none of those languages were created with 
testing in mind either. Still, they can be a big benefit on a testing project, especially if they are 
already installed and you have experienced personnel. We would choose to do much of the 
testware coding using any of those if we had them readily available, as well as available employees 
who were at expert level in their use. If .NET languages are already available and there are 
employees with expertise in them, then they are an excellent choice. 

If the development project is itself written in .NET, then it can make sense for the testers to 
use it in this situation. Although, a common misconception is that if you are testing a .NET 
application, you will need to use a .NET language for your test automation. That’s not true; 
however, using .NET languages on a Windows platform will provide you with all the power you 
need to do essentially anything you need to do. 
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Since .NET languages are not really testing tools, how is it possible to adapt them for use in 
testing? The .NET Framework libraries have many features that can support the testing process. 
For example, there are a host of intrinsic functions that can return important information 
about the test platform and the application under test. .NET’s Shell function and SendKeys
class can also be used to run an application and manipulate its Graphical User Interface (GUI). 
The Visual Studio Database Tools allow you to connect to a database and examine its structure 
and data. You can also get very sophisticated and write essentially anything you want, such as 
a load testing application. Of course, the trade-off for a more sophisticated programming 
endeavor is that you will need both the programmers and the time. 

.NET languages can also be used to test many behind-the-scenes operations of the appli-
cation. For example, scripts can be written to access the system environmental variables and 
performance counters. Automated test scripts can verify the correct loading and retrieval of the 
information from files. The very fact that the .NET languages are powerful development tools 
makes them promising and capable tools for testing.

Choosing a .NET Language for a Test Project
.NET platforms include a lot of language options. This is because the language implementa-
tions are now just a thin layer on top of the .NET Common Language Runtime (CLR). They all 
compile down into the same Intermediate Language (IL). This makes choosing a language a 
matter of preference and not a technical decision. You can choose a language based on how 
easy it is to learn. For beginners, Visual Basic will be a good choice. Alternatively, if you already 
have done a little work in another language, such as C or Java, you can choose the .NET imple-
mentation of those languages: C++ or J#. Also a good choice, in that case, is C#, a new language 
that is developed specifically for .NET platforms and will be familiar enough to anyone who has 
programmed in a “swirly brace” language. 

It’s also true that some testers on the same team can choose to code in VB .NET, while others 
choose C#, or another language, and still be able to have their software interoperate nicely. We 
have to confess a little bias towards VB .NET, of course, having written a lot of code in it as well 
as product literature. A big advantage to using Visual Basic is that it is a popular language because 
it is easy to learn, and it happens to be the macro language for the widely-used Microsoft Office 
products and the scripting language for most of the world’s ASP web pages. Many other software 
companies use a form of Basic for their own products. This popularity means there is a wide 
base of people with a knowledge of Basic, so there should be no shortage of people able to use 
it or willing to learn it. There is also a proliferation of books and resources available for Visual 
Basic. Although they may not be written specifically for testing, once you get the hang of it, you 
will find lots of code available in user’s groups and books that you can adapt for testing purposes. 

C# has been steadily gaining in popularity since it has some of the ease of VB .NET, as well 
as a lot of similar programming constructs to languages like Java and Perl. A common miscon-
ception about C# is that it is somehow more powerful than VB .NET. However, in the end, both 
C# and VB .NET are the same. 

So, which to choose? How about both? Because they compile down into IL, components 
written in one language can be used in another. Since both Visual Basic and C# are very popular 
and simple to learn, we have chosen to include code from both of these languages in the examples 
in this book. (For reasons of space and time, we will not include J# or C++.)
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What Is Automated Software Testing?
Let’s take a step back and talk about what automated testing is in general and define some 
terms. First of all, automated testing is any testing that is done using software. In other words, 
we write code to test other code. Automated testing includes the use of tools written by others 
since the tools they have written are software that tests software. Automated test scripting is the 
process of creating the program code—that is, actually writing the code that will be used to 
test. Automated test scripts, or testware, are the program code used to test the software. 

Historically, most testing has been done manually. That is, a tester sits down and runs the 
application using defined processes to try to find bugs so that they can be fixed prior to releasing 
the product. Automated software testing goes a step further. Since basic software testing has 
become more rigorous and more defined, testers have found ways to automate some of the 
process of testing software by writing software to do it. Of course, many successful testing 
projects have been completed without ever using automated test scripting. In fact, many appli-
cations are still primarily tested manually. There is just no substitute for testing the product in 
the same way that the user would and there is no substitute for the abilities of an able, experienced 
tester. So, automated testing will never (and shouldn’t) replace manual testing of an application. 
Used appropriately though, automated testing can significantly enhance the testing process.

Automated testing has received a lot of focus lately due to the ever-increasing complexity 
and size of software applications that require better and faster ways to test. Rather than replace 
testers, which might be one of the benefits a manager might expect from automated software 
testing, automated testing can enhance the testing process with increased capabilities. (In fact, 
at the start of a new test automation project, often more testers, and more technically astute 
testers, are required, not less.) There are some tedious and time-consuming, yet important, 
testing tasks that you may choose not to perform on a project due to time and budget constraints. 
For example, verifying the transfer of large amounts of files or data from one system to another 
could be prohibitive if done manually; writing code to do that makes it achievable. There are 
many benefits to enhancing a testing process with automated test scripting. Here are just a few:

• Performing tedious or repetitive manual-testing tasks, such as platform and application 
start-up, shutdown, and clean-up routines 

• Running tests in batch

• Setting a reference to a COM object or .NET class and testing its interfaces

• Attaching to a database for data verification testing

• Accessing and interrogating the Windows Registry

• Creating testing utilities that support the testing process, such as logging and start-up 
scripts

Within this book, we will explore all of these uses of automated testing and quite a few more. 

Technical vs. Nontechnical Testing
Perhaps it would make sense to think that, as the authors of this book, we would be in favor of 
all testers being technically adept. After all, both of us are not only testers, but also developers 
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as well. Instead, we think requiring all testers to write code and essentially be programmers in 
their own right is a mistake. Although it is beneficial and advisable to have some programming-
proficient testers on every test team, it should not be required of all testers on the team. This is 
because, in general, the programmer and the test professional think differently. And they should. 
The tester who has technical experience as a programmer enhances the project by knowing the 
kinds of things and situations in which the software developer might be more likely to make 
mistakes. However, this technical knowledge encourages a person to think analytically and not 
generally, like a typical user or nontechnical tester would. So the technical tester may miss the 
errors that nontechnical testers would find, and vice versa. Still, there is no substitute for a 
professional, knowledgeable, nontechnical test professional with experience; her knowledge 
and thoroughness cannot be replaced by user-testing only. So you need all three kinds of 
people: technical testers, nontechnical testers, and user testers. 

When to Automate?
Not all testing situations benefit from writing your own test code. In fact, there are many times 
when it’s not a good idea to automate testing. So how do you decide whether and when to 
automate or not? The decision to automate requires analysis and the definition of boundaries 
between the automated test plan and the manual test plan. Using a programming language 
like Visual Basic or C# requires additional careful planning since writing test scripts is essen-
tially software development in its own right and can eat up plenty of time in a schedule. 

How do you determine what to test manually and what to test using automated test scripts? 
While experience is the best judge, there are also some basic questions you can ask yourself 
prior to embarking on an automated test project. The following three sections will help you 
determine whether your project is a good candidate for automated testing.

Project and Personnel Issues
Too many times test managers undertake automated testing projects without fully considering 
the abilities and availability of their personnel. Proper staffing is critical to the success of any 
project. Here are some important things to consider:

• What is the scope of the automated testing? If your goal is to fully automate all tests, then 
your scope is unrealistic. If you are trying to incorporate automated testing into existing 
projects or into a new one, then it’s best to start with small, manageable goals. For example, 
you can ask your team to write some simple utilities to support your test project using 
Visual Basic or C#. This has the added advantage of checking their experience level as 
well. Not all testers/programmers have the same capabilities!

• What is the automated testing skill level of your testing personnel? If automated testing is 
new to your personnel, then you need to allow time and budget for them to take classes 
and learn. You will need to add experienced automated testing personnel to your staff 
prior to your first project. The level of experience will determine the level of automation 
you will be able to undertake. One introductory course in programming will not be 
enough to enable your testers to undertake a large project. However, they could possibly 
use some of Visual Studio’s tools and wizards to support a test project, and perhaps 
create and use some simple test utilities.
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• What is the availability of your technically skilled testers? If you do have technically 
skilled testers, are they actually available? Many projects start with some experienced 
members who get pulled off for other projects. This may seem like a no-brainer, but we 
have seen this situation occur too many times to think it is just an aberration. 

Product Issues
Not all applications to be tested are created equal. In general, when you write automated test 
code yourself, you are working behind the GUI. That is, you are harnessing just pieces of the 
software. You have to spend some time to determine if this is appropriate for your product. You 
must do a thorough analysis. The following questions are a short list of things to consider:

• Is the feature set of the application you are testing relatively stable? If not, the scripts you 
write need to change as often as the application changes. You may find yourself spinning 
your wheels if you start too soon, using up precious budget. Automated testing works 
best for products that are relatively stable in structure and components. 

• Do you plan to test the UI? Is your product GUI–based? Some automated testing tools are 
geared specifically for the GUI. If your project is to test the application’s GUI, then certain 
automated testing tools, commercial or open source, may be a better choice than others. 
.NET languages can be used for GUI testing to a certain extent, but they require a signif-
icant amount of coding to do so. For this reason, in most cases, we would not choose 
using .NET for extensive GUI–based testing.

• Does your product have areas where tests are run repetitively, greater than ten times per 
test? Any repetitive tasks are candidates for automated testing. Computers perform 
repetitive tasks well. For example, writing regression tests for high-priority bugs or 
developing a Build Verification Test (BVT) suite for verification of product robustness 
after each build are good examples of tests that will be required to be run many times.

• Will your product need to be compatible with multiple platforms? Most products need to 
run on the various versions of Windows: Windows XP, Windows 2K, Windows NT, 
Windows 95, and Windows 98. There are many other compatibility issues, of course. 
Automated testing scripts can be written to address some of these compatibility issues. 

• Is your project size and budget large enough to support an automated test piece? Last but 
certainly not least, you must consider the additional time and budget required for 
automated testing. Although automated testing adds a lot to a test project, it can, especially 
initially, be time-consuming and costly. On a relatively small test project, adding auto-
mated test capability may not be worth it.

■Note  These questions may seem a bit Microsoft-centric. It is true that .NET languages can be a tool for 
testing mostly Windows-based software systems. There are some exceptions to this, but not many.
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Additional Test-Management Issues
Here are a few more management-level questions to ask yourself and your team:

• Do you have Visual Studio .NET software available to the project? If not, can you purchase the 
proper number of licenses and have them in place in time?

■Note  The .NET Framework can be downloaded and installed for free. With the Framework libraries come 
compilation tools so that it is possible to write test scripts, i.e., code, in .NET for free. In this book, we focus 
on using Visual Studio rather than taking this direction because of the simplicity of using the interface. It’s a 
lot more difficult to write the code without Visual Studio .NET unless you’re an experienced programmer. 

• Can you insert automated testing without affecting existing testing? For example, installing 
Visual Studio .NET and investigating the integration of the test scripting with other tests, 
such as manual tests or commercial tools, takes time and planning. Can you do this 
without adversely affecting your total project time and budget?

• Do you have enough time to analyze requirements as well as code, debug, and maintain 
test scripts? Development of automated test scripts is software development and requires 
all of the same considerations. It’s easy to use up time and budget.

• Who will manage the automated testing for each project and across projects? An impor-
tant consideration is to keep and maintain the work done on a project for future use. For 
example, scripts for logging test results (covered in Chapter 5) can be used in any project. 
Identify a group or an individual who will be responsible for ensuring that code that can 
be reused on other projects is maintained for future use.

Managing the testing process is a big topic and an important one. There are many excel-
lent texts available so we won’t attempt to compete with them here; check Appendix C of this 
book for more information on this topic.

Building a Team for Automated Testing
What is the makeup of a good test team? Ideally, automated testing personnel and those members 
of the team using manual processes should not be kept separate. They can enhance each other’s 
capabilities and they do need to keep in close communication. If you are part of a fairly large 
company, it is beneficial to have members of the team experienced in different kinds of auto-
mated testing: some with applied experience in one or more of the major tools available on the 
market, and at least a couple of testers who have significant programming experience using 
Perl, C#, Visual Basic, C/C++, Java, or other languages.

One large company we worked with had a sizeable test group dedicated to automated 
testing. In this group, they hired personnel experienced in several major tools. On each test 
project, this team determined which tools, if any, were appropriate for that project, as well as 
the backgrounds and experience required for the test team. They were integrally involved in 
the setup for all company test projects and monitored each project as it progressed. This is an 
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ideal way to proceed. The team was able to keep a repository of test plans and code, as well as 
a detailed history of the projects and their results. They were instrumental in arranging appro-
priate training in the tools selected for the project, as well. This model worked quite well for 
this company, although so far it’s the only company we have seen do it quite this way. It takes 
time and money to set up such a model, but it has many benefits in the long run. 

If you are a midsize company with a team of ten testers, the makeup of your test team 
could be something like this:

• Four to five testers experienced in traditional manual-testing processes

• Three testers experienced in automated test tools such as Segue, Mercury, and Rational

• Two to three testers experienced in software development, at least two of whom could 
be considered advanced programmers

■Note  Testers who develop code for use in testing are increasingly gaining titles of their own. This type of 
testing specialist is sometimes called an automator or Developer-in-Test—or a Software Design Engineer in 
Test (SDE/T), as Microsoft calls them. 

Of course, there could and should be some overlap. However, don’t make the mistake of 
having nine manual testers but only one person experienced in software development, test 
tools, and so on. If there is only one person with experience, that person will end up spending 
all of his time coaching everyone else and getting nothing done. It’s best to avoid depending 
too much on a single person or, nearly as bad, only two people in a test project. 

When it isn’t possible to form your ideal team with technical programming professional 
skills onboard immediately, some teams rely on developers to assist them with writing testware. 
And, if there’s sufficient time, alongside these developers, place your most technical testers 
and get them some training. Hopefully, this will work, until you can compose the team you need.

Test Scripts Are Software
When test engineers write automated test scripts, they must take the time to define and analyze 
the requirements. This is when the process of writing the scripts actually begins. This process 
is necessarily interactive as the testers repeatedly run the scripts, then improve and perfect 
them to meet the ever-changing testing requirements. 

After the scripts are working, they must be updated on a regular basis to ensure they work 
with new versions of the application being tested. A professional software developer would 
recognize this process of developing and updating automated test scripts as essentially the 
same one used to develop software applications. So, the writing of automated test scripts is
software development. The skills needed to be a good automator are similar to those required 
of a good software developer. In addition to software development skills, automators must also 
be skilled at testing. To find out more about how to be a good tester, get Cem Kaner’s book, 
Testing Computer Software, 2nd Edition (Wiley, 1999). Another good book is Edward Kit’s Software 
Testing in the Real World (Addison-Wesley, 1995). (For publication information and other good 
books on software testing, see Appendix C of this book.)
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It is important to recognize that the same rules for developing good software apply to 
developing good test scripts. Good planning and design are important, as is allowing sufficient 
time to develop the code and supporting utilities.

Goals of Good Testing Software
Test scripts, like application code in general, should be

• Readable: Using standard naming conventions and constants, and creating project 
standards for code development make code more readable. If code is readable, it can be 
more readily understood and modified, which makes it easier to work with and to adapt 
to future projects.

• Reusable: Writing routines that can be reused within the same project (and sometimes 
modified to work within another project, as well) can save time and duplication of effort. 
Some possibilities may include logging utilities to document test results, front-end or 
driver routines to make running test suites easy, or specialized utilities that make working 
with your test target easier, like start-up and shutdown routines.

• Maintainable: Writing code that is easy to update is important. You can account for a 
changing application in many ways, including the use of constants, library files, the 
Windows Registry, and initialization files.

• Portable: Writing suites that can be easily changed makes them portable. For example, 
don’t directly place file paths into your code. Instead place files within the assembly of 
your application and use relative paths to reference them, or let the user specify locations 
by providing options for them to set. (We’ll see how to do this as we proceed in the book.)

Of course, these are guidelines to follow within reason. As testers, we are far more likely 
than developers to write simple testware that ends up being thrown away because it’s a one-time, 
special-purpose situation we are addressing. And there are times that copying and pasting can 
be a good thing. The most important of the four “able” qualities is the ability of your testware 
to be readable. Reusability, maintainability, and portability should be considered for testware 
that is intended to be used many times, such as test utilities, and test drivers, i.e., code, that are 
used as a front end to run other tests.

Code can be written in many different ways. When we review code written by others, we 
try to determine its readability and, therefore, the ease with which we can maintain or alter it. 
When we write code for testing purposes, we will try to levy that same mandate on our own 
work. We will then reap the same rewards as the developers and, in the process, learn a bit 
about why they do the things they do. Throughout this text, we will emphasize good programming 
technique. Even when in a hurry on a test project, it is absolutely true that it is just as easy to 
write code properly as it is to write it poorly.

In this book, you will explore ways to implement these goals for yourself and for the appli-
cations you test.
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Limitations of Programming Languages 
for Testing
Because they are not intended as test tools, programming languages usually do not include 
many of the bells and whistles that most commercial automated test tools, and some open 
source test tools, do. For example, in all but the Team and Enterprise level editions, .NET 
languages have no inherent support for bug reporting or test design and documentation as 
many testing tools have. In .NET’s Enterprise and Team editions, they have attempted to help 
integrate the software development and software testing process using the new Team Test 
software. We provide an introduction to that software in Chapter 11. If you want these kinds of 
things in your .NET testware, your company must purchase the Enterprise level software 
versions of .NET (or your test team will have to write them). If you decide to write this kind of 
functionality yourself, you might find you have entered the business of test-tool writing instead 
of the testing business. That will be a time-consuming effort. So, .NET languages should not be 
considered a substitute for the major test tools, or manual testing, but simply a powerful 
adjunct to them and all of your test strategies.

Summary
.NET languages are powerful enough to accomplish any testing task as long as you have testers 
with the skill and ability to write effective code, and test management capable of administrating 
it effectively. This book is intended to guide you and your team in your efforts.
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C H A P T E R  2

Understanding .NET 
Testing Choices

In Chapter 1, we discussed the fact that all .NET languages compile into the same Intermediate 
Language (IL) so that the choice of a language is largely one of preference. If you have already 
used a form of Basic (such as an earlier version of Microsoft’s Visual Basic or VBScript), then 
you will feel more at home with Visual Basic .NET. That will also be true if you don’t have a pref-
erence and are just learning how to program. 

■Note  For quick-start programming tutorials on Visual Basic programming and C#, see Appendix B.

You may find yourself more comfortable using another .NET language if you’re more 
familiar with C-like languages, or Java. In that case, C# would be a good option since it’s a new 
language that has some C language constructs and is similar in many ways to Java. In this book, 
for simplicity’s sake, we’ll show example code in just two of the .NET languages: VB .NET and C#. 

There is more than just one way to use .NET on a test project. There may be times when a 
quick, short program to uncover the value of a system variable is wanted, or a more complete 
test utility requiring multiple forms and a nice user interface. In this section, we’ll sample the 
three main kinds of projects you’ll use to create most all of your testware: Windows Forms 
project, Console project, and Web Forms project. We will present all exercises using both C# 
and VB .NET code; however, we recommend you try all exercises in the chapter in just one 
language first. Then, if you’d like, go back and attempt them in the other language. More than 
likely, this route will be less confusing and ensure greater success.

Objectives
By the end of this chapter, you will be able to

• Create, run, and save a simple testware Console application, Windows Forms application, 
and Web Forms application

• Use the System.IO namespace


