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Introduction

Art, games, and I go way back. My kindergarten teacher folded a paper
crane in class one day, and I was hooked. By the time I was in first grade,

I was designing and making my own pop-up cards. To this day, I love
telling the story of the day the stars aligned and I won a Sega Genesis in an
art competition—henceforth my indoctrination to the fascinating world
of video games. You could call it fate, since my parents probably never
would’ve bought me a game console!

Fast forward to 2007, I was a year into the game industry as an Al
programmer and had picked up Blender in my spare time to communicate
with artists at work better and to fuel my own creative outlet. It would take
another 10 years, however, when I took on a project to port Blender to
room-scale VR that I finally attempted to work with Blender Python—and
boy, was that difficult! Even though I'd been using Blender for years and
programming professionally, getting one thing to work in Blender Python
would sometimes mean days of trial and error plus digging through
documentation and poring over online posts. It may be cliché when
authors say they wanted to write a book they wished had existed—in my
case,  honestly did. This book is the accumulation of everything I learned
working with Blender Python over the years, with solutions to problems
that'd only come up when you try to write tools for a real production
environment.

The book will show you how to write extension add-ons for Blender 4
from start to finish. Chapter 1 opens with a hands-on tour of the Scripting
workspace with basics like loading and running scripts and turning hand
modeling steps into Python by capturing them in the Info Editor. Chapter 2
explains the structure of operators and add-ons and shows how to use
various input widgets to create user interfaces. You'll learn various

Xix



INTRODUCTION

strategies for finding the Python equivalent of Blender menu options
and hotkeys in a systematic way. In addition, you'll dissect add-ons
shipped with Blender to see how they work and take advantage of built-in
templates to quickly create new scripts.

With a firm grasp of scripting basics, in Chapters 3, 4, and 5, you'll
find out how to create add-ons for editing and generating 3D models. In
Chapter 3, you'll learn the basics of using modifiers and the bmesh module
to edit meshes in Python and then write your own script to generate
barrels from scratch with interesting variations. In Chapter 4, you'll
add more advanced mesh editing functionalities to your add-ons, like
extrude/bridge edge loops, loop cut-and-slides, plus all the essentials for
manipulating vertices, edges, and faces like merge, rip, join, rotate, scale,
bevel, and inset. You'll also write functions for cleaning up meshes and
correcting normals. In addition, you'll learn how to handle imports (i.e.,
scripts that reference functions defined in one another) for both scripts
meant to run in the Text Editor as well as packaged add-ons.

The second half of the book takes you through developing a series
of practical and production-quality add-ons, inspired by various stages
of a 3D modeling pipeline. In Chapter 5, you'll develop an add-on to
procedurally generate stylized fire hydrant meshes with parametric
controls. In Chapter 6, you'll create a suite of helper tools that collect user
inputs from Grease Pencil strokes marked directly on sculpted meshes, for
carving and in/outsetting selected regions as well as retopologizing them.
In Chapter 7, you'll learn to write Python functions that automate key steps
of the UV mapping process. Building on skills from Chapter 7, in Chapter 8,
you'll create tools for projection painting textures by sampling from the
same reference photos used to model the mesh. After mastering add-on
development, in Chapter 9, you'll find out how to package, distribute, and
market your extension add-ons through different channels. With the help
of modal operators, you'll also create time-lapsed and interactive demos to
showcase your procedural generation algorithm building a mesh gradually
in the viewport with 3D text as captions.



INTRODUCTION

Who This Book Is For

The intended audience of this book are 3D artists and programmers who
want to create custom Blender add-ons to automate part of their workflow.
Readers are assumed to have a high-level understanding of the 3D art
pipeline, and either already use Blender or have experience with other
CAD software such as 3Ds Max, Maya, or Rhino. Knowing basic Python is
immensely helpful, although it is possible for motivated readers to learn it
along the way by supplementing with resources outside the book.

Suggested Reading Road Map

The book is designed for a linear read through from Chapters 1 to 9.
However, if you already have experience with Blender Python or are only
interested in certain stages of the 3D modeling pipeline, it is possible to
skip some chapters. In this section, I will suggest some alternative road
maps through the book.

Chapters 1 and 2 provide a comprehensive overview of operators and
add-ons, along with a plethora of strategies for systematically converting
Blender edits by hand into Python. I suggest you read Chapters 1 and 2
regardless of any prior experience with Blender Python, as they'll serve as
good refreshers and likely offer tips you've not seen elsewhere.

If you are primarily interested in mesh editing or procedural
generation but not UV mapping or texturing, you can read Chapters 1-5
and safely skip Chapters 7 and 8. If the reverse is true, you can read
Chapters 1, 2, 3, 7, and 8 and refer to Chapter 4 for an explanation on how
to handle imports for both scripts run from the Text Editor and packaged
add-ons. If you are not concerned with sculpting or retopology, you can
safely skip Chapter 6; however, Chapter 6 does cover how to configure the
Grease Pencil and process Grease Pencil input using Python.



INTRODUCTION

If you are not looking to sell your add-ons, you can skip the parts
of Chapter 9 that discuss marketing, promotion, and pricing strategies.
Even if you are not concerned with making time-lapse demos like those
mentioned in Chapter 9, they are built with modal operators that only run
when certain type(s) of events are detected (like timer ticks or keystrokes),
which may still be of interest and worth a read through.
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CHAPTER 1

Getting Started on
Blender Scripting

Just about any action you perform by hand in Blender can be automated
with a script. In this chapter, I'll introduce you to Blender’s built-in
scripting interface, which includes the Python Console and the Text Editor.
The Python Console is a convenient way to experiment with individual
commands and see their effects in real time, whereas the Text Editor is
great for editing and running scripts from files. We’ll start by playing with
API functions from the Python Console and observe immediate feedback
happening in the viewport, followed by running one of Blender’s built-in
Template scripts in the Text Editor and observing its effects. Along the way,
I'will show you a variety of developer features that will help you discover
which Python operator is behind a Blender menu item or hotkey and how
to easily look up its implementation.

Introduction to Blender’s Scripting Interface

Blender comes equipped with a Scripting workspace, which can be
accessed by clicking the “Scripting” tab at the top of the screen as shown in
Figure 1-1. The Scripting workspace contains a Text Editor for editing and
running scripts from files, as well as an interactive Python Console that has
been customized around the Blender Python APL
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Click on the Scripting tab to
switch to the Scripting workspace

Text Editor

Python
console

Figure 1-1. Accessing the Scripting workspace (top). The Text Editor
and Python Console within the Scripting workspace (bottom)

Convenience Variables

Blender’s built-in Python Console is customized specifically around
Blender’s scripting API and provides many features not found in a native
Python installation. The first of these are convenience variables, which
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are shorthand aliases for certain Blender modules. For example, the two
convenience variables C = bpy.context andD = bpy.data are already
defined for you inside the console.

A convenience variable is declared with the syntax <new alias> =
<name of variable>. So, any time you find the need to type bpy.context
at the prompt, you can enter C instead, which is a lot shorter and quicker

to type.

Automatic Imports and Autocomplete

Another feature of the built-in console is that some of the frequently used
Blender modules like mathutils as well as Python libraries like math are
automatically imported for quicker access.

Yet another feature (which is also my favorite) is Autocomplete. If
you're not sure what the name of a command is or are curious about what
functions are under a module, you can enter a partial command at the
prompt and use Console » Autocomplete to search for a list of options for
completing that command, as shown in Figure 1-2.

[-]v View Console

Clear All

Clear Line

Delete Previous Word
Delete Next Word

Copy as Script

Paste

Indent

Unindent

Backward in History
Forward in History '

Figure 1-2. The Autocomplete feature of the Python console
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Let’s try this in an example. Inside the Python Console, type import
bmesh, and hit the enter key to import the bmesh module (which is a built-
in Blender Python module for mesh editing we’ll go over in Chapters 3, 4,
and 5). At the following prompt, type bmesh.utils.(be sure to include the
dot at the end), then, without hitting enter, click Console » Autocomplete.
You should see the list of available functions under bmesh.utils.
automatically brought up, as shown in Listing 1-1.

Listing 1-1. Retrieving the list of functions under bmesh.utils
using Console » Autocomplete

>>> import bmesh

>>> bmesh.utils.
edge rotate(
edge split(
face flip(
face_join(
face split(
face_split edgenet(
face vert separate(
loop separate(
vert _collapse edge(
vert collapse faces(
vert dissolve(
vert separate(
vert splice(

>>> bmesh.utils.



CHAPTER 1  GETTING STARTED ON BLENDER SCRIPTING

Tip If the list of results returned by Autocomplete is too long to read
without scrolling, you can use View » Area » Toggle Maximize Area
(Ctrl-Spacebar) to maximize it, then either hit Ctrl-Spacebar a second
time or click the “Back to Previous” button along the top menu bar

to bring it back down to size when you’re done. This functionality is
available in many other screen areas such as the 3D Viewport, Text
Editor, and so on.

If you have an idea of what a function or property’s name might be
but are unsure of the exact wording, you can type in a partial name as the
search term and utilize Autocomplete as a search tool. For instance, if you
remember that some of the debug settings are under the bpy.app module,
you can find their precise names by typing bpy.app.debug at the prompt,
and without pressing the enter key, click Console » Autocomplete, as
shown in Listing 1-2.

Listing 1-2. Searching for debug options under bpy.app using
Console » Autocomplete

>>> bpy.app.debug

_depsgraph
_depsgraph_build
_depsgraph_eval
_depsgraph_pretty
_depsgraph_tag
_depsgraph_time
_events

_ffmpeg
_freestyle
_handlers
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_io
_python
_simdata
_value
_wm

>>> bpy.app.debug_events

False

The results from Autocomplete in this example suggest that bpy.app.
debug_events is a valid variable in the Blender API (note that you can
tell it’s a variable as opposed to a function, since its name does not have
a trailing pair of parentheses). To find out more about bpy.app.debug_
events’s usage, you can type it at the next prompt in the console and hit
enter. The console returns False, which indicates that bpy.app.debug
events is a boolean property with its current value set to False. If you had
typed bpy.app.debug_Events instead, which is the same term but with the
wrong capitalization (notice the E instead of e for event), Autocomplete
will fail to return any results and display an AttributeError instead:

>>> bpy.app.debug Events
Traceback (most recent call last):

File "<blender console>", line 1, in <module>
AttributeError: 'bpy.app' object has no attribute
"debug_Events'

If you spell out the full name of a function and hit Autocomplete, the
console will bring up that function’s entry in the documentation where
available. This is helpful for learning the correct usage of a function, like
the types and ordering of its input parameters and what values it returns.

If you need more information on how to use a method, you can always
look it up in the Blender Python API online documentation at https://
docs.blender.org/api/current/index.html. Notice, however, since
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Blender is continuously in development, you might not see the same level
of support for all parts of the API, particularly those that are newer or have
recently undergone changes.

Caution Autocomplete’s search capabilities are rather limited since
the partial term’s capitalization and the ordering of the words both
need to be correct.

Example: Move Mesh Vertices in the Viewport
with the Python Console

Playing with commands at the built-in console with the help of
Autocomplete is a great way to learn your way around the Blender API. Let’s
try this with an example. You'll run a series of commands at the console to
move a corner vertex of the cube in the default startup blend file.

Switch to the Scripting workspace, and go over to the Python Console.
At the prompt, enter the following command:

>>> cube = bpy.context.scene.objects["Cube"]

This retrieves a reference to the cube by its name ( “Cube”) from the
current list of scene objects and stores that reference in a variable called
cube. Later on, you'll make edits to the cube with script commands
through the cube variable.

We're going to use the built-in Blender module bmesh to manipulate
cube’s mesh data. As shown in the previous example, since bmesh is not
imported to the console by default, you'll need to explicitly import it by
entering the command

>>> import bmesh
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Next, switch cube to Edit mode in the 3D Viewport, which will let you
create a bmesh instance bm based on the cube’s mesh data, cube.data, with
the following command:

>>> bm = bmesh.from edit mesh(cube.data)

Through bm, you'll have access to the edges, faces, and vertices of
cube’s mesh data. For example, bm.verts is a sequence containing all
of cube’s vertices. Since a cube has eight corners, you can verify that the
length of bm.verts is 8 with 1en(), which is a built-in Python function that
tells you how many items are in a container, like this:

>>> len(bm.verts)
8

Next, you'll randomly pick one of cube’s vertices and experiment by
moving it through script commands. Enter the following command to
select one of cube’s vertices—let’s say the vertex with index 3—and store a
reference to it in the variable v. You can verify that v's index is 3 by printing
it to the console with v.index.

>>> v = bm.verts[3]
>>> v.index
3

Note Sequences in Python (such as a 1ist) use zero-based
indexing, which means the first item of a sequence has index 0, the
second item has index 1, and so on. The last item has an index that is
one less than the total number of items in the sequence. For example,
if a sequence has five items, the last item has index 4.
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The numerical indices of vertices, edges, and faces in Blender reflect
the order in which they are created (elements with smaller indices are
created first). Note that unlike editing meshes in the 3D Viewport by hand,
where you have to select a portion of the mesh with the mouse or keyboard
first, many script operations allow you to directly manipulate part of a
mesh without explicitly making a selection.

Next, we'll move v through commands at the console and verify its
movement in the viewport. v.co is a trio of X, Y, and Z coordinates (a
Vector) that represents V’s location in 3D. v.co[ 0] is its X coordinate,
v.co[1] its Y coordinate, and v.co[2] its Z coordinate. Enter v. co at the
prompt to display its current location:

>>> Vv.Co
Vector((1.0, -1.0, -1.0))

To move v, you can edit one or more components of v. co or assign
anew Vector to v altogether. Enter the following command to add 1 to
v.co[1], which moves v in the positive Y direction by one unit:

>>> v.co[1] +=1
>>> V.co
Vector((1.0, 0.0, -1.0))

In general, when you edit a mesh through a bmesh instance, the
changes are queued up on the bmesh instance and not reflected on the
mesh until you call the method bmesh.update_edit mesh(<name of
mesh>). Ensure that the cube is in Edit mode, then, type the following line
into the console to flush the change to v.co from bmto cube’s mesh data:

>>> bmesh.update_edit mesh(cube.data)

You can verify v’s movement in the 3D Viewport, which should look
like the right-hand side of Figure 1-3.
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Figure 1-3. Left: The cube in the viewport in its original state. Right:
After its vertex at index 3 has been moved 1 unit in the positive Y
direction

Tip The Python Console in Blender acts very much like a typical
command line interface. If you are already familiar with one, you'll
pleasantly discover that many common shortcuts like the Up or Down
Arrow keys for cycling through command history also work in the
Python Console.

Transferring Console Contents into a Script

After experimenting with some commands in the console, you might

find yourself arriving at a pretty solid basis for a script or add-on. To copy
the console session in its entirety, with lines automatically formatted
according to Python syntax, go to the top of the console window and select
Console » Copy as Script (Shift-Ctrl-C), then, paste (Ctrl-V) into any text
editor. This will remove the >>> prompts and convert the console output
lines to Python comments by prepending them with “#~”.

10
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Notice that within the Console menu, there are several additional
options for editing commands at the prompt, such as Indent/Unindent
for formatting a multiline function definition, Clear Line for erasing the
current line, and Clear All for erasing the entire console history so far.

Editing and Running Script Files

You can quickly load, edit, and run existing scripts as well as create new
ones in Blender’s built-in Text Editor. It provides some basic Python
programming support like line numbers and syntax highlighting. The main
advantage of using the Text Editor is you can quickly run a script, observe
its effects in the 3D Viewport or another area of Blender, make revisions to
the script as necessary, and repeat, without having to switch back and forth
between an external editor and Blender. Figure 1-4 shows the Text Editor’s
user interface when it first starts up without a file loaded.

Figure 1-4. Text Editor at startup without a file loaded. (1) Click the
button to show the list of newly created files or files loaded from disk.
(2) Create a new script file. (3) Open an existing script file on disk.
(4) Toggle the display of line numbers in scripts. (5) Toggle syntax
highlighting

Let’s open one of Blender’s built-in template script files in the Text
Editor. On the top menu bar, click Templates » Python » Ui Panel Simple.
You'll see the contents of the fileui_panel simple.py linked in as a new
text data block and displayed inside the Text editor, as shown in Figure 1-5.
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