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This book is dedicated to the members of the global Agile 2 team, 
who shared their expertise and experience and collaborated remotely 

throughout the COVID-19 pandemic to create Agile 2.

—Cliff

I dedicate this to those who have felt frustrated that Agile,  
for all its hype and promise, didn’t seem to bring to you much  
in the way of advantage and frequently seemed an exercise in  

pointlessness. There is goodness in Agile methods, but Agile is a 
hammer, and sometimes you need a violin.

—Kurt

This book is dedicated to Agilists everywhere, those struggling  
in the trenches to apply its values and principles, regardless of their  

role or field of work, and who inspired us to try to make it better.

—Lisa

This is dedicated to fellow Agilists seeking better balance,  
understanding, and improvement over what’s been in practice for the 

last 20 years.

— Philippa



My contribution here is dedicated to independent thinking and 
independent thinkers, who prefer to choose discovering what is really 

out there over acquired bias or simply following marketed experts 
without healthy challenge and validation and who have the courage 
to stand up even against popular opinion if that makes sense and do 
not shun putting in considerable effort to develop their (independent 
thinking) capabilities. In a first year of a series of global pandemic 

challenges, my heart is with those affected and who are fighting without 
complaining, never giving up, and finding ways to still help others.

—Adrian

This book is dedicated to on-the-ground workers everywhere who have 
worked with and struggled with Agile in the past, and who inspired us 
to try to make it better. And to my late beagle Bindi, whose boundless 
love and loyalty taught me the true meaning of servant leadership.

—Raj

This book is dedicated to people who have become disenchanted  
with the dogma, commercialization, and fake Agile that has taken over 

the Agile community. We want to reclaim Agile and revive the  
community’s ability to learn and adjust and tackle problems that the 
original manifesto authors did not imagine. We hope you will join us.

—Murray
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Foreword

You can recognize a great book by its ability to make obvious what 
is wrong with existing worldviews and to add new insights or 

nuances to change or improve this worldview. I believe Agile 2 meets 
these criteria easily. It is an easy read not only for those new to the sub-
ject of agility, but also for die-hard professionals who are looking for 
something “beyond” the basic Agile concepts that are at times dogmatic 
and often being misused in practice.

In this era of digital disruption and an ever-growing world full of vol-
atility, uncertainty, complexity, and ambiguity, it becomes increasingly 
important for organizations to become more agile. The Agile Mani-
festo, originally intended in 2001 to disrupt traditional, not-too-effec-
tive software development practices, has inspired many organizations 
over the past decades to change their ways of working, affecting both 
work cultures and structures. Its popularity was boosted by a growing 
workforce consisting of millennials and Generation-Z professionals 
who demand more autonomy, ownership, and the opportunity to make 
meaningful impact. Over the past decade, the “Agile movement” has 
gained increasing momentum and also moved beyond the realm of IT.

A side effect of its success and growth was that all kinds of Agile 
frameworks, doctrines, and certifications popped up to standardize and 
monetize the discipline. The original Agile values and principles, being 
high-level on purpose, gave ample room for various interpretations of 
the core paradigms. During my career I have worked with many differ-
ent Agile coaches and consultants, and I was always surprised by how 
much discussion and fanatic debates arose among them with regard 
to how to live certain Agile values or implement specific practices. 
This tribalism led to confusion among non-Agilists, and this hampers 
Agile transformations significantly. I thus see a clear need for a com-
prehensive Agile idea set that is both pragmatic and nuanced by nature. 
Enter Agile 2.

I was happy to find out quickly that the authors do not claim to 
have written yet another Agile doctrine or “Bible.” Instead, they have 
written a pragmatic companion guide that will be useful for managers 
and specialists alike. It is packed with hands-on tactics and practices 
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that can help leaders and specialists in organizations to grow to a next 
level of agility, while preventing cargo-cult behavior or avant le lettre 
implementations that often do more harm than good.

One of my key drivers for cofounding the DevOps Agile Skills 
Association (DASA) in 2016 was building a comprehensive view on how 
to create high-performance IT organizations. The popularity of DASA 
stems largely from the six DevOps and Agile principles that advocate 
continuous improvement, customer centricity, autonomous multidisci-
plinary teams, and product thinking. Following these principles often 
results in a digital and organizational transformation that typically goes 
far beyond choosing a standard Agile framework or adding some basic 
Agile rituals to the mix. To transform successfully to high-performance, 
organizations need a more mature take on and guidance on what it 
means to really “be Agile” at scale. Providing this guidance is one of 
this book’s core differentiating features.

Over the past decade I learned firsthand as a consultant, trainer, 
and senior leader the importance of building the right type of leader-
ship in the organization and creating a culture of continuous learning, 
experimentation, and innovation. What I like about Agile 2 is that both 
the importance of leadership and learning are advocated strongly. It 
provides many tangible ideas to reimagine an organization’s leadership 
culture. I wish that I had this book on my nightstand five years ago. 
It would have helped me greatly in understanding why certain things 
happened—or did not happen—during the organizational transforma-
tions I was leading.

I like the fact that the authors do not intend to reinvent the wheel, 
but are keen on building on what is already working. Some of the key 
Agile values and principles are powerful to this day, but application in 
practice often needs some additional clarity and lots of examples. The 
authors nicely provide nuance to how to interpret Agile principles and 
values while referring to many interesting, and more recent, bodies of 
work. The authors hit the nail with addressing key topics that are haunt-
ing many organizations, leaders, and teams, such as how to collaborate, 
communicate, value both experts and generalists, and commit team 
capacity. They rightfully argue that how to adopt certain principles or 
how to interpret certain values depends on your organization’s needs 
and its current level of maturity. Using this book as your Agile guide, 
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you can aim and navigate your transformation in a more tailor-made 
way, resulting in more business value. I expect this book to be found 
on many nightstands in the coming years.

Dr. Rik Farenhorst
Senior IT Exec | Trainer | Coach | Speaker |  

Writer on Creating High-Performance Digital Organizations | Co-
founder of DevOps Agile Skills Association (DASA)

Utrecht, The Netherlands
December 2020





Preface

A few people who have become aware of Agile 2 have dismissed it as 
“more of that Agile stuff,” not realizing that Agile 2 is a departure 

from the original Agile in attitude, approach, and substance. One of 
those individuals—a chemical engineer—said that he had discussed 
Agile at length with an Agile advocate, but still concluded that Agile 
is not for him. Another—an experienced systems engineer who has 
testified before Congress regarding aircraft and spacecraft systems 
 reliability—also believes that Agile methods do not provide a robust 
process for trustworthy systems.

We view ourselves as Agilists, and yet we find widespread doubt 
about the efficacy and usefulness of Agile in many quarters. One of 
these is among engineers. These people are not ignorant. They know 
their job extremely well, yet Agile, as described to them, or as they 
have experienced it, has not resonated or has not answered critical 
questions.

The Agile movement also uprooted the product design community 
to some degree (which we will document in this book), although this is 
an area in which the Agile community has realized the issue and some 
are trying to rectify it.

Agile authors largely ignored the role of data: something that is so 
immensely important, that it is akin to speaking about mountains but 
missing a vast canyon immediately beside you.

The Agile community also sidestepped the issue of leadership — 
something that the DevOps community has tried to address. Leader-
ship is so important for any endeavor, that to omit it is, frankly, quite 
equivocal.

Agile has not resonated among the growing DevOps community. 
Even though DevOps ideas were developed by people who strongly 
identified as Agilists, the Agile community at large has remained mostly 
ignorant of DevOps, which had the effect that DevOps became its own 
movement. As a result, most Agile coaches today know little about 
DevOps, and we find that DevOps practitioners often view Agile as 
superfluous.

You might think that mainstream programmers accept Agile, since 
they are the ones who use it most directly, but in actuality, there is a 



Prefacexx

lot of doubt about Agile within programming communities in general. 
That is the biggest irony of all: that Agile, which was created for pro-
grammers, has in effect been taken away from them, and no longer 
serves them.

Agile is mostly accepted within Agile communities—comprised of 
Agile coaches, and managers who have been persuaded of the benefits 
of Agile. Programmers tend to have mixed feelings about Agile. (We 
will support that assertion in this book.)

Was Agile described poorly? Is Agile missing things? Did it get some 
things wrong? Does Agile truly not apply to the needs of the work of 
any of these people? Since Agile ideas can be applied to most things 
(in our opinion), we believe that the last explanation is not likely to be 
the true one.

What we have observed ourselves is that too often, Agilists explain 
and advocate Agile ideas and methods before asking enough questions. 
Some of us have seen Agile coaches fired for coming into a setting and 
insisting on particular practices before actually understanding how the 
work in that setting is done—a hypocrisy given that Agile coaches so 
often explain that Agile transformation is a learning journey.

To understand how to apply Agile ideas, one must first understand 
that domain, how the work is currently done, and why it is done that 
way. No Agile practice is universal. One size does not fit all, so pre-
scribing before understanding is potentially destructive.

Indeed, the “dogma” of the Agile community helped to launch it, but 
it has also been its chief failing. Early proponents of Agile insisted that 
the Agile movement needed to be disruptive—a “call to arms”—and so 
dogma was called for; but dogmatic insistence also alienates and causes 
dysfunction when it is not the best advice for the situation.

Agile 2 is not dogmatic. It is not designed to stir up emotion. It is not 
a call to arms or an attempt to disrupt what we have. As such, it does 
not try to be disruptive. It does not replace Agile or replace DevOps 
or replace anything. Agile 2 pivots Agile in some important ways and 
attempts to fine-tune it. Agile 2 also adds many extremely crucial ideas 
that have been ignored by much of the Agile community, even though 
successful Agile practitioners often use those very ideas, and other com-
munities of thought embrace those ideas.

Agile 2 reinforces some DevOps ideas, and some Lean ideas, but 
Agile 2 does not attempt to duplicate or replace those, and so those sets 
of ideas are still important in their own right. Agile 2 does not attempt 
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to subsume any existing community of thought. Agile 2 also does not 
claim to cover all aspects of these topics. Agile 2 claims to only be a 
set of useful ideas for how to achieve agility in human endeavors and 
encourages people to include other ideas and fields of thought as well.

Agile 2 is more verbose than the Agile Manifesto. The reason is that 
we feel that one of the weaknesses of the manifesto was that it over-sim-
plified complex issues. A simple value maxim cannot describe impor-
tant trade-offs, and one or two principles cannot address nuanced issues 
such as what good leadership looks like and which styles of leadership 
apply best in a given situation. So Agile 2 gives these important topics 
the space they deserve, from an agility perspective.

One important way that Agile 2 departs from the Agile Manifesto 
is that Agile 2 provides the foundation of thought from which it was 
derived. Rather than make bold statements without substantiating 
them, Agile 2 provides the “problems” and “insights” that arose in 
discussions about Agile, in the course of the Agile 2 team’s retrospec-
tive about the state of Agile. It was these problems and insights that 
led to the Agile 2 principles.

An Agile 2 principle is not intended to be an absolute. This is because 
there can be no absolutes when it comes to human behavior. An Agile 2 
principle is a proposed rule of thumb: true most of the time, but perhaps 
not in some circumstances. That is why the underlying assumptions 
and thoughts—the problems and insights—are important for under-
standing the intention of each principle, meaning what problem it is 
trying to solve and how.

Someone posted a comment online about Agile 2, saying that if the 
original Agile Manifesto authors were not involved in the Agile 2 effort, 
he would not look at it. We believe that all great ideas build upon what 
has come before, and that even “original” ideas have deep roots. The 
term Agile had been used prior to the creation of the Agile Manifesto, 
and “agile” methods had been used and circulated for years prior to 
that. Not only do many Agile methods date back decades, but core ideas 
in Agile 2 such as Socratic leadership date back millennia.

There is also the matter of dysfunction within the Agile community, 
which we will discuss at length in the book. The dogma that is found in 
some quarters is one form of dysfunction; another is the separation of 
the community into tribes, for the various frameworks. We will explain 
why this has been a problem and how it has “frozen” Agile thinking 
and stifled its evolution.
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Many of the thought leaders in the Agile community have a lot 
invested in current paradigms and practices, and so change is not in 
their best interest. For these reasons, we felt that we could not rely on 
the community to fix these problems. The problems come from the 
community—not from the whole community, but from some of the 
most established and entrenched parts of it.

Why bother then? Why deal with this? It’s because Agile is extremely 
important. DevOps cannot replace Agile. While Agile has become 
mostly about the human side of building things, DevOps has become 
mostly a collection of technical practices. That is the reality on the 
ground. But there is more to building things than the technical side: 
one needs both the human side and the technical side.

We therefore realized that addressing Agile’s gaps is really important, 
and that to do it, we needed a diverse team with a wide range of skills, 
composed of people who are not deeply invested in current paradigms 
or frameworks. We needed original thinkers. Those criteria led to the 
Agile 2 team of 15 members, which you can find on the Agile 2 website.

Agile 2 is an attempt to make a solid course correction to Agile, but 
in an open, additive, inclusive, and nondogmatic or emotional way. We 
welcome ideas that can supplement Agile 2 and feedback on its prin-
ciples, in the spirit of inclusiveness and advancing everyone’s under-
standing of these complex issues.

Agile 2 broadens Agile’s focus beyond software. The reality is that 
Agile ideas have been applied for many things besides software, and 
so the Agile 2 team felt that it made no sense to define Agile 2 only 
for software.

The reader will notice that many Agile 2 principles are stated in the 
margin, but not all of them. This book is not a textbook about Agile 
2 that covers every aspect of its principles. The purpose of this book 
is to introduce Agile 2, explain why we need it, and give an overview. 
You can find more information about Agile 2 on the website: https://
agile2.net, which is published under a Creative Commons Attribu-
tion license, “CC BY 4.0.”

This book attempts to make the many topics of Agile 2 concrete. 
We give guidance on how to apply the principles and provide exam-
ples. However, we refrain from providing specific steps or templates to 
follow: we do not want to repeat the mistake of current Agile frame-
works in that regard.

https://agile2.net
https://agile2.net
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Except for our examples, we do not define practices to implement. 
Practices are important, but that is for another book and for others 
to propose. This book lays out a conceptual foundation, while using 
concrete situations as examples, but not for prescription.

A note about the use of the words “agile” and “Agile”: This book 
uses the word “Agile” when referring to the ideas embraced by the 
“Agile community,” which is comprised of Agile coaches and others 
who view the agilemanifesto.org document as a guiding source of 
insight; or in the context of so-called “Agile frameworks” which claim 
to define practices that are consistent with the philosophies of the Agile 
community. We use the word “agile” when we intend to convey the 
generic quality of agility. Agile with a capital “A” and agile with a small 
“a” are two different words.

The name “Agile 2” is not intended to be a version number, as in 
“2.0,” “2.1,” etc. Rather, it is the name of a reborn Agile. We feel that the 
principles of agility are timeless, so we do not expect an Agile 3, and so 
on. Rather, we see Agile 2 as an attempt to reimagine Agile—not from 
scratch, but by taking Agile ideas and pivoting. We hope that Agile 2 
hits closer to the mark! 

http://agilemanifesto.org




1 How Did 
We Get Here?

At a developer conference in 2015, Dave Thomas, one of the authors 
of the Agile Manifesto, gave a talk titled “Agile Is Dead.”1 In a 2018 

blog post, Ron Jeffries, another Agile Manifesto author, wrote, “Devel-
opers should abandon Agile.”2 In a 2019 article in Forbes titled “The 
End of Agile,” tech author Kurt Cagle wrote, “[Agile] had become a 
religion.”3 A post about the article4 in the programmer forum Slashdot 
received more than 200 comments from software developers, asserting 
things like “Agile does not always scale well” and “The definitions of 
‘agile’ allow for cargo cult implementations.”

Agile has been a subject of ridicule since its beginning. In the early 
days, there were many people who did not understand Agile and spoke 
from ignorance; what has changed is that today the criticism often 
comes from people who do understand Agile methods and have decided 
that those methods are problematic.

Is Agile actually dead? The statistics say no,5 yet something is clearly 
wrong. Agile—which was sold as the solution for software develop-
ment’s ills—has severe problems. What are those problems, how 
did they happen, and what can be done about them? And is Agile 
worth saving?

Most of the discussion in this chapter will be about software. That is 
because Agile began in the software domain. In later chapters, we will 
broaden the discussion to product development in general, and to other 
kinds of human endeavor, since many Agile ideas apply to essentially 
any group effort.
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A Culture of Extremes
In 1999 a new book called Extreme Programming Explained by Kent 
Beck sent shock waves through the IT industry. Agile ideas had been 
circulating and in use prior to this, but Beck’s book somehow pierced 
corporate IT consciousness. It arguably launched the Agile movement, 
even though the movement was not called “Agile” yet.

The movement’s core thesis was that methodical, phase-based 
 projects were too slow and too ineffective for building software—chal-
lenging the approach then used by most large organizations and pretty 
much every government agency.

The book did not launch Extreme Programming, aka XP, which was 
first defined in 1996,6 but it was the book that popularized it. Talk about 
XP could be heard in the halls of every IT shop. It was controversial, but 
its values strongly resonated: Small teams, working code (rather than 
 documents) as the only real proof of progress, frequent discussions 
between the customer and the programmers. Out with big, up-front 
requirements documents that were always incomplete, inconsistent, 
and incomprehensible; out with big, up-front designs that were usually 
wrong. Recurring and incremental customer approval instead of con-
tracts that locked everyone in to unvalidated assumptions.

Many of the methods of XP were not new, but they had been outlier 
methods, and XP put them under a single umbrella. The book strongly 
asserted that these methods work and are a superior alternative to  
traditional methods.

It is not that there were no other proposals for how to reshape soft-
ware development. So-called lightweight methods had been around 
for a while. Extreme Programming was new in that it threw a grenade 
into much current thinking by being so radically different and pro-
posing methods that were so extreme—methods such as pair program-
ming (which had been described as early as 1953)7 and Test-Driven 
Development (which also had some history prior to XP), which turned 
many assumptions about programming on their head.

Thus, the movement began as a rejection of the predominant exist-
ing paradigms. People knew something was wrong with software 
development as it was being done. Extreme Programming provided 
an oppositional alternative. It was not so much that people thought 
XP was great, but they were sure that current practices were not great. 
XP received a lot of attention and was a radically different approach. 
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Perhaps the attention was not because XP was so much better or rad-
ical, as there had been other ideas circulating such as Rapid Application 
Development, but perhaps XP got attention mostly because the Internet 
provided a new medium that made rapid awareness possible.

Then in 2001 a group of IT professionals—all men by the way, with 
most from the United States and a few from Europe—got together 
over a weekend and hammered out a set of four “values,” which they 
believed should be the foundation of a new approach to building soft-
ware. Kent Beck was among them. You can find these four values at  
AgileManifesto.org. It was largely a rejection of many approaches 
that had become commonplace, such as detailed plans, passing 
information by documents, and big all-at-once deliveries.

In the weeks that followed, some of them continued the discussion 
by email and added 12 principles, which you can also find at the 
same website.

They called all this the Manifesto for Agile Software Development, 
and it came to be known colloquially as the Agile Manifesto or just 
Agile. This “manifesto” took the popular culture baton from XP and 
other iterative approaches and launched the Agile movement for real.

Extreme Programming had set the tone for what would become the 
Agile movement, and the tone was to be extreme. In those days, extreme 
was popular. We had extreme rock climbing, extreme skateboarding, 
extreme pogo, extreme skiing, and extreme pretty much anything. 
Extreme was in. People were so tired of the ordinary; everything new 
had to be extreme. It was a new millennium for crying out loud: every-
thing needed a reset!

And so “extreme” was a necessary aspect of anything new and 
interesting at that moment in time in the late 1990s—the end of the 
20th century.

Since Agile was a rejection of what had become established software 
development methods, it was inherently a disruptive movement, and in 
the ethos of the time, it had to be extreme. And so it was that every Agile 
method that came to be proposed—these are called practices—were of 
necessity extreme. Otherwise, they were not seen to be consistent with 
the spirit of being entirely new and disruptive.

It was not the Agile Manifesto that set things in that direction. The 
Agile Manifesto was clearly about balance and moderation. It makes no 
absolute statements: every value is couched as a trade-off. For example, 

http://agilemanifesto.org
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the first value reads, “[We have come to value] individuals and inter-
actions over processes and tools.”

It does not say, “Forget process and tools—only pay attention to indi-
viduals and interactions.” Instead, it says, consider both, but pay special 
attention to individuals and interactions.

In other words, the Agile Manifesto advocated judgment and 
consideration of context. In that sense, it is a sophisticated document 
and cannot be used well by people who do not have the experience 
needed to apply judgment.

But the tone had already been set by XP: extreme practices received 
the most attention and applause, because XP practices were all extreme. 
For example, XP’s recommendation of pair programming, in which two 
people sit together and write code together, sharing a keyboard, was 
considered by many programmers to be extreme. Or everyone sitting 
side by side in a single room, with all walls removed and no privacy—
that was pretty extreme, as it had been assumed that people needed pri-
vacy to focus, and the big programmer complaint of the 1990s, depicted 
in so many Dilbert cartoons, was that programmers were no longer 
being given offices and instead were being sat in cubicles that did not 
afford enough quiet or privacy. And now here comes XP and says, in 
effect, You got it all wrong; you need to sit next to each other. That was 
an extreme swing of the pendulum.

The Scrum framework, which dates in various forms to the 1980s 
but became reformulated in 1993 and then popularized through its 
certification regime during the 2000s,8 added more ideas that are argu-
ably extreme. For example, Scrum views everyone on a team as an equal 
player—no one is acknowledged as having more standing than anyone 
else (“Scrum recognizes no titles for Development Team members”9), 
regardless of their experience. That was pretty extreme, since before 
Agile, programmers in most (not all) organizations had professional 
levels, such as programmer, senior programmer, architect, etc.

During the first decade of the Agile movement it seemed that new 
suggested practices were in a competition to be more extreme than 
the others. We saw the introduction of mob programming, in which 
rather than two programmers working together as in pair program-
ming, the entire team works together—literally—everyone calling out 
their thoughts in a single room and sharing a single keyboard.10 Then 
in 2015 the Agile team room was extended by Facebook to an extreme 
level when it created its 430,000-square-foot open team room.11


